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Chapter 1

Installation

This chapter explains how to obtain and install eZ Publish using the different installation meth-
ods. In addition, it also describes how to upgrade or remove an existing eZ Publish installation. If
you don’t want to install eZ Publish yourself, you can always hire eZ Systems to install and setup
the software for you. It is also possible to purchase a hosted eZ Publish solution from various
providers and partners.

There are three ways of installing eZ Publish:

1. Normal installation
2. Manual installation

3. Automated installation

Normal installation

This option is the most common and recommended way of installing eZ Publish. It requires a
system which already has the proper environment installed, most notably a web server and a
database. eZ Publish needs to be downloaded and unpacked. A web-based setup wizard is initi-
ated using a browser. The setup wizard asks a couple of questions and automatically configures
eZ Publish. The method is explained under the "Normal installation” (page 28) section.

Manual installation

This option is for experienced users. No wizards or fancy dialogs, no bundled software, no
installers, no nothing. This method requires a system which already has a web-server and a
database set up and ready to go; eZ Publish needs to be downloaded and unpacked. The system
is then configured by manually altering various configuration files and making manual changes
to the database. This method is explained under the "Manual installation” (page 41) section.
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Automated installation

This installation method (also named kickstart) is for experienced users. It is designed for system
administrators who wish to do pre-configured installations of eZ Publish that require a mini-
mum of interaction with the web based setup wizard. It requires a system which already has the
proper environment installed, most notably a web server and a database. eZ Publish needs to be
downloaded and unpacked. Instead of clicking through the setup wizard and manually providing
configuration parameters, the system is installed based on a group of settings defined in a con-
figuration file. This method is explained under the "Automated installation” (page 51) section.
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1.1 Normal installation

The normal installation method is the most common and recommended way of deploying eZ
Publish. It requires a system which already has the proper environment installed, most notably
a web server and a database. The necessary requirements are explained in detail within the next
section (page 29). A typical normal installation process consists of the following steps:

* Setting up / creating a database
* Downloading a packaged eZ Publish distribution

* Unpacking the eZ Publish distribution

* Initiating and going through the web based setup wizard

Once the web based setup wizard has completed, eZ Publish will be ready for use.

The ”Installing eZ Publish on a Linux/UNIX based system (page 33)” and "Installing eZ Publish on
Windows (page 37)” sections (depending on the target OS) will take you through the necessary
steps.
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1.1.1 Requirements for doing a normal installation

eZ Publish makes use of and depends on four important things:

1. A web server
A server-side PHP scripting engine
The eZ Components library

A database server

I

An image conversion system (optional)

The first three things should be in place before an eZ Publish installation is deployed. The
image conversion system is optional and is only needed if you're planning to use eZ Publish with
images. The web server and the server-side PHP scripting engine has to run on the same machine.
The database server may run on a different computer. For the moment, the following software
solutions can be used:

Web server

Currently, only the Apache web server is supported. On Linux/UNIX based systems, it is rec-
ommended to use the latest version of the 2.x branch. Note that it must run in ”prefork” mode
instead of “threaded” mode - the reason for this is because some of the libraries that PHP exten-
sions use might not be thread-safe.

On Windows, it is recommended to use the latest version of the 1.3 branch. (Apache 2.x for
Windows is not supported since it only exists in "threaded” mode.)

The Apache web server is the most popular web server on the planet. It is free, open source and
can be downloaded from http://www.apache.org.

Server-side PHP scripting engine

Since most of the eZ Publish system is written using the PHP scripting language, a PHP (hypertext
preprocessor) server-side engine is needed. Make sure you have PHP 5.1.6 or later.

Note that it is strongly recommended to use the latest version of the 5.x branch, which is PHP
5.2.5 at the time of writing. The reason for this is that eZ Publish runs faster on PHP 5.2 than on
PHP 5.1. In addition, some extensions may require PHP 5.2 (for example, the eZ Flow extension
that comes together with eZ Publish). Make sure you use the PHP version that is required for
your specific eZ Components version.

PHP is free software and can be downloaded from http://www.php.net. The following table
reveals which functionality PHP needs to have compiled-in support for.

Name Description
MySQLi extension (recommended) Required if a MySQL database will be used.
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or MySQL functions

PostgreSQL functions Required if a PostgreSQL database will be
used.

Zlib compression functions Required (see below).

DOM functions Required (see below).

Session support Required (enabled in PHP by default).

PCRE functions Required (enabled in PHP by default).

GD2 support Required if ImageMagick is not installed.

CLI support Recommended (see below).

Client URL library functions Recommended (see below).

Multibyte string functions Recommended.

Exif functions Recommended.

Zlib extension

Make sure that zlib support in PHP is enabled, otherwise the setup wizard (page 57) will not be
able to unpack downloaded packages during the installation process.

DOM extension

In most cases, DOM functions are enabled by default as they are included in the PHP core.
However, some Linux distributions have PHP without compiled-in support for DOM. Instead,
they provide DOM as a shared module in a separate RPM package called "php-xml”.

PHP CLI

It is strongly recommended to have PHP CLI installed, otherwise some features like notifica-
tions (page 423), delayed search indexing, upgrade scripts, the collaboration system (content
approval), clearing caches from within the command line, etc. will not work.

CURL

It is recommended to enable CURL support, otherwise some features like outbound connections
via proxy (page 1651) and SSL support for eZSoap will not work.

PHP memory limit issue

eZ Publish needs at least 64 MB in order to complete the setup wizard. If you are using PHP 5.2.0
or earlier version, you’ll have to increase the default "memory limit” setting which is located in
the "php.ini” configuration file. (Don’t forget to restart Apache after editing "php.ini”.) Normal
operation requires about 16 MB. However, it is highly recommended that you keep the 64 MB
setting since eZ Publish consumes a lot more memory as soon as you reindex the search, execute
upgrade scripts, etc. Multilingual sites will also require at least 64 MB.


http://www.php.net/mysql
http://www.php.net/pgsql
http://www.php.net/zlib
http://www.php.net/dom
http://www.php.net/manual/en/ref.session.php
http://www.php.net/manual/en/ref.pcre.php
http://www.php.net/manual/en/ref.image.php
http://www.php.net/manual/en/features.commandline.php
http://www.php.net/curl
http://www.php.net/manual/en/ref.mbstring.php
http://www.php.net/exif
http://www.php.net/dom
http://www.php.net/manual/en/features.commandline.php
http://www.php.net/curl
http://pubsvn.ez.no/nextgen/trunk/doc/features/3.8/ssl_enhancement_with_ezsoapclient.txt
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If you are using PHP 5.2.1 or later, there is no need to change the default "memory limit” setting
(it is set to 128 MB by default).

PHP timezone

You need to set the “date.timezone” value in the ”php.ini” configuration file. If this setting is not
specified, you will most likely receive error messages like "It is not safe to rely on the system’s
timezone settings” when running eZ Publish on PHP 5. The following example shows how the
corresponding line in “php.ini” looks like:

date.timezone = <timezone>

Refer to the PHP documentation for the list of supported timezones. Don’t forget to restart
Apache after editing "php.ini”.

eZ Components library

eZ Publish is an object-oriented application where each class definition is stored in a separate
PHP source file. Instead of having a list of needed includes at the beginning of each source
file, eZ Publish 4 makes use of the autoload() function. When eZ Publish is installed, all class
definitions of the eZ Publish kernel will have their paths listed in the "autoload/ezp kernel.php”
file. In addition, the "autoload/ezp_extension.php” file will contain an array of paths for class
definitions that are a part of the extensions that come with eZ Publish. These arrays will most
likely need to be updated in the future (for example, when you install new extensions or configure
existing ones using the ”"Setup - Extensions” part of the administration interface). This requires
eZ Components version 2007.1.1 or higher to be installed. In particular, you need to install the
File and Base components ("ezcBase” and “ezcFile”), otherwise eZ Publish will not be able to
update autoload arrays.

eZ Components is an enterprise ready general purpose PHP components library used indepen-
dently or together for PHP application development. eZ Components can be downloaded from
http://ezcomponents.org/download. In the future, eZ Components will be bundled with eZ
Publish. Refer to http://ezcomponents.org/docs/install for information about how to install eZ
Components.

Important note

Starting from version 2008.1, the eZ Components library requires PHP version 5.2.1 or higher.

Database server

eZ Publish stores miscellaneous data structures and actual content using a database. This means
that a database server has to be available for eZ Publish at all times. By default, eZ Publish is
compatible with the following database solutions:


http://www.php.net/manual/en/ref.datetime.php#ini.date.timezone
http://www.php.net/timezones
http://www.php.net/autoload
http://ezcomponents.org/download
http://ezcomponents.org/docs/install
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* MySQL 4.1 or later, 5.x (recommended)

* PostgreSQL 7.3 or later

The setup wizard will automatically detect the database server as long as it is running on the same
computer that functions as the web server. Note that eZ Publish 4 requires a UTF-8 database.

Note that eZ Publish 4 does not support clustering (page 287) for PostgreSQL databases. The
clustering code is optimized for best performance and focused on MySQL databases using the
InnoDB storage engine. If you are not going to run eZ Publish in a clustered environment, the
use of InnoDB is not required but highly recommended. Contact your database administrator if
you are unsure about whether InnoDB is available on your server.

If you are going to use PostgreSQL, make sure the "pgcrypto” module is installed. On Linux/UNIX,
you may need to install a separate package called "postgresql-contrib” (refer to the PostgreSQL
documentation for more information), which contains the "pgcrypto” module. The "pgcrypto”
module provides cryptographic functions for PostgreSQL, including the ”digest” function, which
is needed for eZ Publish. When setting up a PostgreSQL database for eZ Publish, you will have
to register these functions in the database. Refer to the ”Setting up a database” part of the
”"Installing eZ Publish on a Linux/UNIX based system” and ”Installing eZ Publish on Windows”
documentation pages (depending on the target OS) for more information.

Oracle compatibility

The upcoming version 1.8 of the eZ Publish Extension for Oracle Database will make it possible
to use Oracle as a database for eZ Publish 4.0.1 and higher. Note that earlier versions of the
extension are not compatible with eZ Publish 4.

Image conversion system (optional)

In order to scale, convert or modify images, eZ Publish needs to make use of an image conversion
system. One of the following software packages (both are free) can be used:

¢ GD2 (comes with PHP)

* ImageMagick (http://www.imagemagick.org)

ImageMagick supports more formats than GD and usually produces better results (better scaling,
etc.). The setup wizard will automatically detect the pre-installed image conversion system(s).

The installation and setup of required software solutions (outlined above) is far beyond the scope
of this document. Please refer to the homepage and documentation of the different software
solutions.


http://www.mysql.com
http://www.postgresql.org
http://dev.mysql.com/doc/refman/5.1/en/storage-engine-overview.html
http://www.postgresql.org/docs/8.3/static/pgcrypto.html
http://www.postgresql.org/docs/8.3/static/contrib.html
http://www.postgresql.org/docs/8.3/static/contrib.html
http://www.imagemagick.org
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1.1.2 Installing eZ Publish on a Linux/UNIX based system

The requirements for doing a normal installation must be met! Read the "Requirements for
doing a normal installation (page 29)” section first. Proceed only if you have access to a Linux/
UNIX based system with Apache, PHB MySQL or PostgreSQL already installed and running. As
mentioned earlier, the database server may run on a different computer than the web server. This
section will guide you through the following steps:

e Setting up a database (MySQL or PostgreSQL)

* Downloading eZ Publish

* Unpacking eZ Publish

* Initiating the setup wizard

Setting up a database

A database must be created before running the setup wizard. The following text explains how to
set up a database using either MySQL or PostgreSQL.
MySQL

1. Log in as the root user (or any other MySQL user that has the CREATE, CREATE USER and
GRANT OPTION privileges):

$ mysql --host=<mysql_host> --port=<port> -u <mysql_user> -p<mysql_password>

Note that if MySQL is installed on the same server, the ”--host” parameter can be omitted.
If the ”--port” parameter is omitted, the default port for MySQL traffic will be used (port
3306).

The MySQL client should display a "mysql>" prompt.

2. Create a new database:

mysql> CREATE DATABASE <database> CHARACTER SET utfS§;

3. Grant access permissions:

mysql> GRANT ALL ON <database>.* TO <user>@<ezp_host> IDENTIFIED BY
’<password>’;

Note that if the specified user account does not exist, it will be created.


http://dev.mysql.com/doc/refman/5.1/en/privileges-provided.html
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<mysql host>

The hostname of the MySQL database server.

<port>

The port number that will be used to connect
to the MySQL database server.

<mysql user>

The MySQL user (if no user is set up, use
“root”).

<mysql password >

The password that belongs to the <mysql.
user>.

<database> The name of the database, for example "my_
new database”.

<user> The username that will be used to access the
database.

<ezp_host> The hostname of the server on which eZ Pub-
lish will be running. (may be ’localhost’ if
MySQL is installed on the same server).

<password > The password you wish to set in order to limit
access to the database.

PostgreSQL

1. Log in as the postgres user (or any other PostgreSQL user that has sufficient privileges to

create roles and databases):

$ psql -h <psql_host> -p <port> -U <psql_user> -W

Note that if PostgreSQL is installed on the same server, the ”-h” parameter can be omitted.
If the ”-p” parameter is omitted, the default port for PostgreSQL traffic will be used (in most

cases, port 5432).

The PostgreSQL client will ask you to specify the password that belongs to the <psql user>.
If the password is correct, the client should display a ”<psql user>=#”" prompt.

2. Create a new database:

postgres=# CREATE DATABASE <database> ENCODING=’utf8’;

3. Create a new user:

postgres=# CREATE USER <user> PASSWORD ’<password>’;

4. Grant access permissions:

postgres=# GRANT ALL PRIVILEGES ON DATABASE <database> TO <user>;

5. Import the "pgcrypto” module into the new database:


http://www.postgresql.org/docs/current/interactive/sql-grant.html
http://www.postgresql.org/docs/8.3/static/pgcrypto.html
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postgres=# \c <database>
<database>=# \i ’<path_to_pgcrypto>’

<psql_host> The hostname of the PostgreSQL database
server.

<port> The port number that will be used to connect
to the PostgreSQL database server.

<psql user> The PostgreSQL user (if no user is set up, use
”postgresql”).

<database> The name of the database, for example "my_
new database”.

<user> The username that will be used to access the
database.

<password > The password you wish to set in order to limit
access to the database.

<path_to_pgcrypto> The path to the "pgcrypto.sql” file, for exam-
ple ”/usr/share/pgsql/contrib/pgcrypto.sql”.

Downloading eZ Publish

The latest stable version of eZ Publish can be downloaded from http://ez.no/download/ez
publish.

Unpacking eZ Publish

Use your favorite tool to unpack the downloaded eZ Publish distribution to a web-served direc-
tory (a directory that is reachable using a web browser). The following example shows how to
do this using the tar utility (to unpack a tar.gz file, assuming that the ”tar” and the ”gzip” utilities
are installed on the system):

$ tar zxvf ezpublish-<version_number>-gpl.tar.gz -C <web_served_directory>

<version number> The version number of eZ Publish that was
downloaded.
<web _served directory> Full path to a directory that is served by the

web server. This can be the path to the doc-
ument root of the web server, or a personal
web-directory (usually called ”public_ html” or
"www”, and located inside a user’s home di-
rectory).

The extraction utility will unpack eZ Publish into a subdirectory called ”ezpublish-<version_
number>". Feel free to rename this directory to something more meaningful, for example "my_
site”.


http://ez.no/download/ez_publish
http://ez.no/download/ez_publish
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Initiating the setup wizard

The setup wizard can be started using a web browser immediately after the previous steps (de-
scribed in this section) are completed. It will be automatically run the first time someone tries
to access/browse the index.php file located in the eZ Publish directory. Let’s assume that we are
using a server with the hostname "www.example.com” and that after unpacking, the eZ Publish
directory was renamed to “my site”.

Document root example

If eZ Publish was unpacked into a directory called “my site” under the document root, the
setup wizard can be initiated by browsing the following URL: http://www.example.com/my_
site/index.php.

Home directory example

If eZ Publish was unpacked to a web-served directory located inside the home directory of a user
with the username "peter”, (usually called "public_html”, "www”, "http”, "html” or "web”), the
setup wizard can be initiated by browsing the following URL: http://www.example.com/ " peter/
my site/index.php.

Refer to "The setup wizard (page 57)” section for a detailed description of the web based setup
wizard.
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1.1.3 Installing eZ Publish on Windows

The requirements for doing a normal installation must be met! Read the "Requirements for doing
a normal installation (page 29)” section first. Proceed only if you have access to a Windows
based system with Apache, PHE MySQL or PostgreSQL already installed and running. (Do not
use Apache 2.x for Windows.) As mentioned earlier, the database server may run on a different
computer than the web server. This section will guide you through the following steps:

e Setting up a database (MySQL or PostgreSQL)

* Downloading eZ Publish

* Unpacking eZ Publish

* Initiating the setup wizard

Setting up a database

A database must be created before running the setup wizard. The following text explains how to
set up a database using either MySQL or PostgreSQL.
MySQL

1. Log in as the root user (or any other MySQL user that has the CREATE, CREATE USER and
GRANT OPTION privileges):

mysql --host=<mysql_host> --port=<port> -u <mysql_user> -p<mysql_password>

Note that if MySQL is installed on the same server, the ”--host” parameter can be omitted.
If the ”--port” parameter is omitted, the default port for MySQL traffic will be used (port
3306).

The MySQL client should display a "mysql>" prompt.

2. Create a new database:

mysql> CREATE DATABASE <database> CHARACTER SET utfS§;

3. Grant access permissions:

mysql> GRANT ALL ON <database>.* TO <user>@<ezp_host> IDENTIFIED BY
’<password>’;

Note that if the specified user account does not exist, it will be created.


http://dev.mysql.com/doc/refman/5.1/en/privileges-provided.html
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<mysql host>

The hostname of the MySQL database server.

<port>

The port number that will be used to connect
to the MySQL database server.

<mysql user>

The MySQL user (if no user is set up, use
“root”).

<mysql password >

The password that belongs to the <mysql.
user>.

<database> The name of the database, for example "my_
new database”.

<user> The username that will be used to access the
database.

<ezp_host> The hostname of the server on which eZ Pub-
lish will be running. (may be ’localhost’ if
MySQL is installed on the same server).

<password > The password you wish to set in order to limit
access to the database.

PostgreSQL

1. Log in as the postgres user (or any other PostgreSQL user that has sufficient privileges to

create roles and databases):

psql -h <psql_host> -p <port> -U <psql_user> -W

Note that if PostgreSQL is installed on the same server, the ”-h” parameter can be omitted.
If the ”-p” parameter is omitted, the default port for PostgreSQL traffic will be used (in most

cases, port 5432).

The PostgreSQL client will ask you to specify the password that belongs to the <psql_user>.
If the password is correct, the client should display a ”<psql_user>=#”" prompt.

2. Create a new database:

postgres=# CREATE DATABASE <database> ENCODING=’utf8’;

3. Create a new user:

postgres=# CREATE USER <user> PASSWORD ’<password>’;

4. Grant access permissions:

postgres=# GRANT ALL PRIVILEGES ON DATABASE <database> TO <user>;

5. Import the "pgcrypto” module into the new database:


http://www.postgresql.org/docs/current/interactive/sql-grant.html
http://www.postgresql.org/docs/8.3/static/pgcrypto.html
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postgres=# \c <database>

<database>=# \i ’<path_to_pgcrypto>’ 1
<psql_host> The hostname of the PostgreSQL database
server.
<port> The port number that will be used to connect
to the PostgreSQL database server.
<psql user> The PostgreSQL user (if no user is set up, use
”postgresql”).
<database> The name of the database, for example "my_
new database”.
<user> The username that will be used to access the
database.
<password > The password you wish to set in order to limit
access to the database.
<path_to_pgcrypto> The path to the ”pgcrypto.sql”
file, for example ”C:\\Program
Files\ \PostgreSQL\ \8.2\ \share) \ contrib\ \ pgcrypto.sql”.

Downloading eZ Publish

The latest stable version of eZ Publish can be downloaded from http://ez.no/download/ez
publish. Windows users should download the ”.zip” archive.

Unpacking eZ Publish

Use your favorite utility to unpack the downloaded eZ Publish archive to a web-served directory
(a directory that is reachable using a web browser). The extraction utility will unpack eZ Publish
into a subdirectory called ”ezpublish-4.x.y”. Feel free to rename this directory to something more
meaningful, for example "my site”.

Initiating the setup wizard

The setup wizard can be started using a web browser immediately after the previous steps (de-
scribed in this section) are completed. It will be automatically run the first time someone tries
to access/browse the index.php file located in the eZ Publish directory. Let’s assume that we are
using a server with the hostname "www.example.com” and that after unpacking, the eZ Publish
directory was renamed to “my site”.

Document root example

If eZ Publish was unpacked into a directory called “my site” under the document root, the
setup wizard can be initiated by browsing the following URL: http://www.example.com/my_


http://ez.no/download/ez_publish
http://ez.no/download/ez_publish
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site/index.php.
Refer to "The setup wizard (page 57)” section for a detailed description of the web based setup 1
wizard.
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1.2 Manual installation

This installation method is for advanced users who know what they are doing, all other users
should use the "Normal installation method” (page 28). The manual installation method requires
an environment which already has a web server, a database and etc. setup and ready to go;
eZ Publish needs to be downloaded and unpacked. Instead of running the setup wizard, all
configuration is done manually using the command line interface of the target operating system.
The following sections (depending on the target OS) will take you through the necessary steps.
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1.2.1 Requirements for doing a manual installation

1

The requirements for doing a manual installation are the same as for the normal installation.
Please refer to the "Requirements for doing a normal installation” (page 29) section.
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1.2.2 Manual installation on a Linux/UNIX based system

The requirements for doing a manual installation must be met. Please read the previous section
(page 42) if you’re not sure about the requirements. Proceed only if you have access to a UNIX
based environment with Apache, PHB MySQL or PostgreSQL already installed and running. As
mentioned earlier, the database server may run on a different computer than the web server. A
manual installation consists of the following steps:

e Setting up a database (MySQL or PostgreSQL)

* Downloading eZ Publish

* Unpacking eZ Publish

* Manual configuration of eZ Publish
The only difference between a normal and a manual installation is the last step. Instead of
running the web based setup wizard, eZ Publish is manually configured by editing a couple of
files. The first three steps are explained under the ”Installing eZ Publish on a Linux/UNIX based

system” (page 33) section. The last step is explained under the "Manual configuration of eZ
Publish” (page 45) section.
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1.2.3 Manual installation on Windows

The requirements for doing a manual installation must be met. Please read the previous section
(page 42) if you're not sure about the requirements. Proceed only if you have access to a Win-
dows based system with Apache, PHE MySQL or PostgreSQL already installed and running. As
mentioned earlier, the database server may run on a different computer than the web server. A
manual installation consists of the following steps:

e Setting up a MySQL database

* Downloading eZ Publish

* Unpacking eZ Publish

* Manual configuration of eZ Publish
The only difference between a normal and a manual installation is the last step. Instead of
running the web based setup wizard, eZ Publish is manually configured by editing a couple of
files. The first three steps are explained under the "Installing eZ Publish on Windows” (page 37)

section. The last step is explained under the "Manual configuration of eZ Publish” (page 45)
section.
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1.2.4 Manual configuration of eZ Publish

This section describes how to manually configure eZ Publish instead of using the setup wizard
to do all the work. Keep in mind that the manual installation method is for expert users only. It
should only be used by people who know what they are doing. The following steps will work on
both Linux/UNIX and Windows environments.

Database initialization

A clean eZ Publish database is created using two very important SQL scripts: “kernel schema”
and “cleandata” (note that an empty database should be created before launching these scripts).
The first of them initializes the necessary database structure and the second one imports the pre-
defined data to the database. While the "kernel schema” script differs for each database engine,
the ”cleandata” script is the same for all solutions.

MySQL

Use the following command to run the MySQL specific "kernel schema” script:

$ mysql -u USERNAME -pPASSWORD DATABASE < PATH/kernel/sql/mysql/
kernel_schema.sql

The script will use the InnoDB storage engine when creating new tables. Make sure that the
default storage engine is also set to InnoDB, otherwise future upgrades might leave you with
a mix of table types. Refer to the MySQL documentation for information about how to set the
default storage engine.

Use the following command to run the generic "cleandata” script:

$ mysql -u USERNAME -pPASSWORD DATABASE < PATH/kernel/sql/common/cleandata.sql

USERNAME The MySQL user (if no user is set up, use
”root”).

PASSWORD The password that belongs to the username.

DATABASE The name of the database, for example "my_
database”.

PATH The full path to the root directory of your eZ
Publish installation, for example ”/opt/ezp”.

File permissions

Windows users can skip this part. If eZ Publish is installed on a Linux/UNIX based system, some
of the file permissions need to be changed. There is a shell script that takes care of this. This
script must be run, or else, eZ Publish will not function properly. The script needs to be run from
within the eZ Publish directory:


http://dev.mysql.com/doc/refman/5.1/en/storage-engines.html
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$ cd /opt/ezp
$ bin/modfix.sh

Replace ”/opt/ezp” with the full path to the root directory of your eZ Publish installation.

The modfix script recursively alters the permission settings of the following directories inside the
eZ Publish installation:

* var/*
* settings/*

* design/*

Note that in eZ Publsh 4, there is one more directory that must have the permission settings
altered by the modfix script. The directory is called “autoload” and the script will be updated to
handle it in the near future (refer to this page for more information).

If you know the user and group of the webserver it is recommended to use a different set of
permissions:

# chown -R user.usergroup var/ settings/ design/ autoload/
# chmod -R 770 var/ settings/ design/ autoload/

The "user.usergroup” notation must be changed to user and group name that the webserver runs
as.

Configuring eZ Publish

The ”site.ini.append.php” configuration file located in the ”settings/override” directory of your
eZ Publish installation must be changed, or else eZ Publish will not function properly. This file is
the global override for the site.ini (page 1559) configuration file. There are a lot of things that
need to be configured (database, mail transport system, var directory, etc.). The following text
shows a generic example of a configuration that can be used:

<7php /* #7ini charset="utf-8"7

[DatabaseSettings]
DatabaseImplementation=ezmysql
Server=localhost
User=root
Password=
Database=my_database

[FileSettings]
VarDir=var/example


http://issues.ez.no/13367
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[Session]
SessionNameHandler=custom

[SiteSettings]
DefaultAccess=example
SiteList[]
SiteList[]=example

[SiteAccessSettings]
CheckValidity=false
AvailableSiteAccessList[]
AvailableSiteAccessList []=example
AvailableSiteAccessList[]=example_admin
RelatedSiteAccessList[]
RelatedSiteAccessList []=example
RelatedSiteAccessList[]=example_admin
MatchOrder=host ;uri

# Host matching
HostMatchMapItems []=www.example.com;example
HostMatchMapItems[]=admin.example.com;example_admin

[InformationCollectionSettings]
EmailReceiver=webmaster@example.com

[MailSettings]
Transport=sendmail
AdminEmail=webmaster@example.com
EmailSender=test@example.com

[RegionalSettings]
Locale=eng-GB
ContentObjectLocale=eng-GB
TextTranslation=disabled

x/ 7>

In the example above the ”AvailableSiteAccessList[]” array located in the ”[SiteAccessSettings]”
section of this file determines the available siteaccesses (page 138) called “example” and
“example admin”. The “CheckValidity” setting located in the same section should be set to false,

otherwise the setup wizard will be initiated when trying to access the site.

In addition, two siteaccess configurations must be created, a public siteaccess ("example”) and
an administration siteaccess ("example admin”). The following subdirectories have to be created

in the root of your eZ Publish installation:
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* settings/siteaccess/example

* settings/siteaccess/example_ admin

Both siteaccesses must have a file called "site.ini.append.php”.

The public siteaccess
The following text shows a generic solution for the "example” siteaccess:
<7php /* #7ini charset="utf-8"7

[SiteSettings]
SiteName=Example
SiteURL=www.example.com
LoginPage=embedded

[SiteAccessSettings]
RequireUserLogin=false
ShowHiddenNodes=false

[DesignSettings]
SiteDesign=example

[ContentSettings]
ViewCaching=disabled

[TemplateSettings]
TemplateCache=disabled
TemplateCompile=disabled
#ShowXHTMLCode=enabled
#Debug=enabled

[DebugSettings]
DebugOutput=enabled
Debug=inline
#DebugRedirection=enabled

[RegionalSettings]
SiteLanguagelList[]
SiteLanguageList []=eng-GB
ShowUntranslatedObjects=disabled

x/ 7>
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The admin siteaccess
The following text shows a generic solution for the "example admin” siteaccess:
<7php /* #7ini charset="utf-8"7

[SiteSettings]
SiteName=Example
SiteURL=admin.example.com
LoginPage=custom

[SiteAccessSettings]
RequireUserLogin=true
ShowHiddenNodes=true

[DesignSettings]
SiteDesign=admin

[ContentSettings]

CachedViewPreferences[full]l=admin_navigation_content=0;
admin_navigation_details=0;admin_navigation_languages=0;
admin_navigation_locations=
0;admin_navigation_relations=0;admin_navigation_roles=0;
admin_navigation_policies=0;admin_navigation_content=0;
admin_navigation_translatio
ns=0;admin_children_viewmode=list;admin_list_limit=1;
admin_edit_show_locations=0;admin_url_list_limit=10;admin_url_view_limit=10;
admin_sec

tion_list_limit=1;admin_orderlist_sortfield=user_name;
admin_orderlist_sortorder=desc;admin_search_stats_limit=1;admin_treemenu=1;
admin_boo

kmarkmenu=1;admin_left_menu_width=13

[DebugSettings]
DebugOutput=disabled
Debug=inline

[RegionalSettings]
SiteLanguageList[]
SiteLanguagelist []=eng-GB
ShowUntranslatedObjects=enabled

x/ 7>

Note that database settings, mail settings, regional and other settings defined in ”settings/
override/site.ini.append.php” will be used for each siteaccess regardless of what is specified in
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the siteaccess settings. In the example above, the "Database=my database” is specified under
the ”[DatabaseSettings]” section of this file so this database will be used for both "example” and
“example admin” siteaccesses. Refer to the ”Site management (page 138)” and ”Configuration
(page 136)” sections of the "Concepts and basics” chapter for more information.

Unicode support

There is no need to override the ”i18n.ini” configuration file since Unicode support is enabled by
default in eZ Publish 4.

Languages

Available languages and their priorities can be controlled per siteaccess using the ”SiteLanguage-
List (page 1656)” configuration setting located under the ”[RegionalSettings]” section of the
siteaccess “site.ini.append.php” file. If this setting is not specified, the system will use the old
”ContentObjectLocale (page 1664)” setting and thus only the default language will be shown.
Refer to the ”"Configuring the site languages (page 245)” section for more information and exam-
ples.

The ”cleandata.sql” script creates only one language which is the British English (eng-GB). All
other languages should be added using the ”Setup - Languages” part of the administration inter-
face (http://admin.example.com in the example above).

Dynamic tree menu

If you have a large site with many nodes, it is strongly recommended to enable the "Dynamic
(page 1495)” switch for your administration siteaccess. This will make the left tree menu in the
administration interface work much faster and decrease the usage of network bandwidth.

Administrator’s login and password

The following username and password are set by the “creandata.sql” script and can be used for
logging in to the administration interface.

* Username: admin

* Password: publish
It is strongly recommended to change this password as soon as possible. Note that if you need

another username for site administrator, you can create a new administrator user, log in as this
user and remove the old one.
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1.3 Automated installation

The automated installation method (also known as ”kickstart”) is for experienced users. It pro-
vides an automated version of the "Normal installation method” and is designed for system ad-
ministrators who wish to roll out pre-configured installations of eZ Publish. This method requires
minimum interaction with the web based setup wizard and thus it can be used to rapidly deploy
eZ Publish on a massive scale. This method has the same requirements as the "Normal installa-
tion” method. A typical automated installation process consists of the following steps:

* Setting up / creating a database

* Downloading a packaged eZ Publish distribution

* Unpacking the eZ Publish distribution

* Configuring the “kickstart.ini” file

* Initiating the web based setup wizard

Once the web based setup wizard has completed, eZ Publish will be ready for use.
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1.3.1 Requirements for doing an automated installation

The requirements for an automated installation are the same as for the normal installation
method. Please refer to the "Requirements for doing a normal installation” (page 29) page for
more information.

At the minimum, a web server, a PHP engine, and a database server must be installed. Addi-
tional server-side software is only necessary if the kickstart configuration file instructs the system
to make use of such software. For example, "ImageMagick” has to be available if it has been
specified as the primary image manipulation solution.

The next section (page 53) explains how eZ Publish can be configured to do an automated
installation of itself.

1
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1.3.2 Automated installation of eZ Publish

1

The requirements for doing an automated installation must be met. Please read the previous sec-
tion if you’re not sure about the requirements. This section will guide you through the following
steps:

* Setting up a database (MySQL or PostgreSQL)

* Downloading eZ Publish

* Unpacking eZ Publish

* Configuring the kickstart system

* Starting the installation by initiating the web based setup wizard
Depending on the target system, please refer to either "Installing eZ Publish on a Linux/UNIX
based system” (page 33) or "Installing eZ Publish on Windows” (page 37) for information about

the first three steps (database setup, download and unpacking). The rest of the steps are ex-
plained below.

Configuring the kickstart system

The behavior of the automated installation is controlled by the “kickstart.ini” configuration file.
This file makes it possible to specify parameters for each installation step of the web based setup
wizard. For example, by providing the database connection parameters, the corresponding setup

wizard step will have the input forms pre-filled. It is also possible to instruct the wizard to skip
certain steps.

Initialization
Create a copy of the “kickstart.ini-dist” file (located in the root of your eZ Publish installation)

and make sure that the copy is named “kickstart.ini” (located in the root of eZ Publish). The
following example shows how this can be done on a Linux/UNIX based system:

1. Navigate into the eZ Publish directory:

$ cd /path/to/ezpublish/

2. Copy and rename the configuration file:

$ cp kickstart.ini-dist kickstart.ini
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Security issues

The web server must have read access to the “kickstart.ini” file during the installation process.
This might become a security problem at a later stage if the file contains usernames, passwords,
etc. To prevent this from happening, it is recommended to do one of the following:

* Remove the file when the installation has completed.

e Use rewrite rules to make sure that it is not readable from outside.

Configuration blocks

The ”kickstart.ini” file contains a configuration block for every step of the setup wizard. The
block names are encapsulated by square brackets. The following list shows an overview of the
available blocks.

* [email settings]

e [database choice]

* [database init]

* [language options]

* [site types]

¢ [site access]

¢ [site details]

¢ [site admin]

* [security]

* [registration]
In the default kickstart file, everything is commented out. The blocks and the corresponding
settings have to be uncommented in order to take effect. This can be done by removing the hash

("#”) characters from the start of the lines that you should be activated. Make sure that there
are no leading whitespace characters at the start of the lines.

Configuration parameters

Each parameter takes a text string as an input value. Some parameters are able to handle an
array of strings. The following examples demonstrate the two parameter types.

* Single parameter:
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Server=www.example.com

* Array parameter:

Titlel[]
Title[news]=The news site
Title [forums]=The forum site

Documentation and examples
The ”kickstart.ini” file contains documentation in the file itself. Please refer to the embedded

instructions and examples for a detailed explanation of the steps. The following table shows how
the examples / inline instructions deal with required and optional parameters.

Syntax Description

<value> Angle brackets indicate that the parameter
value is required, example:
#Server=<hostname>

[value] Squared brackets indicate that the parameter
value is optional, example:

#FirstName=[string]

A parameter will only take effect if it has been uncommented. Remove the leading hash ("#”)
and make sure that there ar no whitespace characters at the start of the lines that include the
uncommented parameters.

Skipping steps

A step can be skipped by uncommenting and setting the "Continue” parameter to "true”. This
parameter can be used for each step / block. The following table shows the outcome for the
different configurations of the "Continue” parameter.

Assignment Result

Continue=false The step will be shown and the input values
will be pre-filled with the values (if any) de-
fined in the ”kickstart.ini” configuration file.
This is the same as when the ”"Continue” pa-
rameter is missing or if it has been commented
out.

Continue=true The system will automatically use the values
defined in the kickstart file and thus the step
will not be shown. However, if something
goes wrong (missing or wrong values, etc.),
the step will be shown.
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Starting the installation

1

The installation can be started by initiating the web based setup wizard. Please refer to the
“Initiating the setup wizard” part of the "Normal installation” section.
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1.4 The setup wizard

This section contains a comprehensive guide through the web based setup wizard of eZ Publish.
The setup wizard is designed to ease the initial configuration of the system. It can be started using
a web browser when the necessary installation steps (described in the previous sections) are
completed. The setup wizard will automatically start the first time the "index.php” file (located
in the root of the eZ Publish directory) is accessed/browsed.

The setup wizard does not store or modify any data before the final step; thus, it can be safely
restarted by reloading the URL containing only the ”"index.php” part. The back button (located
at the bottom) can be used to jump back to previous steps in order to modify settings. A typical
setup cycle consists of 12 steps:

—

Welcome page

System check

Outgoing E-mail

Database choice (optional)
Database initialization
Language support

Site selection

Access method

v o N ViR

Site details

[
e

Site security

—
—

. Site registration

12. Finish

Note that some of the steps will be omitted when an eZ Publish bundle is being installed.

Welcome page

(see figure 1.1)

This is the initial page of the setup wizard. This step allows the user to select which language
that will be used during the installation process. In addition, the wizard also checks the system
configuration and displays a note if it is not optimal (in this case, an additional button called
“Finetune” will be available at the bottom of the page).

The system automatically pre-selects one of the languages according to your browser’s language
settings. You can choose another language by selecting the desired language using the dropdown
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Figure 1.1: Step 1: Welcome page

list. (The list of available languages is built using the INI files located in the ”share/locale”
directory).

After you click "Finetune” (if available), the wizard will load the ”System finetuning” page, which
contains information about configuration issues. The following screenshot shows an example of
this page.

(see figure 1.2)

After you click "Next”, the wizard will either load the ”System check” page (if some critical issues
need to be fixed) or the "Outgoing E-mail” page (if everything is okay).

System check

(see figure 1.3)

This page usually appears if critical issues/problems are detected. The setup wizard will display
information about the issues that need to be fixed and suggestions describing how they can be
fixed.

Issues

There may be several issues/problems. A suggestion to each problem is presented below the
description of the problem itself. The setup wizard will probably suggest the execution of miscel-
laneous shell commands (in order to fix ownerships, permissions, etc.). These commands must
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Shell commands
These shell commands will give proper permission to the webserver.

cd var wwstest
nod -R ug+rvz ssttings settings/override var var/storage var/cache settings/sitsaccess settings/siteac
chown -R wwu-data wwv—data settings settings/override var var-/storage var/cache settings/siteaccess sett

Alternative shell commands
If you don't have permissions to change the ownership you can try these commands,

cd svar wwwstest
chuod -R a+rux settings settings/override var var/storage var/cache settings/siteaccess ssttings/siteacc —

[ Ignore this test
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Figure 1.3: Step 2: Issues
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be executed using a system shell. Simply copy the commands from the browser window and
paste them into an open shell. The setup wizard will run the system check again when the "Next”
button is clicked. The ”System check” page will keep reappearing until all issues have been fixed
(or ignored, see the next section). Once everything is okay, the setup wizard will display the next
step.

Ignoring tests

Some issues/problems may be ignored using a checkbox labelled ”Ignore this test”. However, it
is recommended to fix all issues rather than ignoring them.

Outgoing E-mail

(see figure 1.4)
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Outgoing E-mail Help
The eZ publish system us
This section is used to configure how eZ publish delivers its outgoing E-mail. 5
There are two options:
- Direct delivery through sendmail (must be available on the server).
- Indirect delivery using an SMTP relay server,

E-mail delivery:
(» sendmail
_ SMTP

Server name: endmail binary
available on most Linux/UN

If sendmail is not
Passwaord (optional): then SMTP should be

Username (optional):

< Back
I ered through an
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your E-mail ap)
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Figure 1.4: Step 3: Outgoing E-mail
eZ Publish uses E-mail to send out miscellaneous notices. This step is used to configure how eZ

Publish delivers outgoing E-mail. There are two options:

* Direct delivery through sendmail (must be available on the server)

* Indirect delivery using an SMTP (Simple Mail Transfer Protocol) relay server

On Linux/UNIX: try to use sendmail; use SMTP if sendmail is unavailable. On Windows: use the
SMTP setting.
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Sendmail
Mail is delivered directly using the sendmail transfer agent. The agent must be running on the

same host as the webserver is running on. The sendmail binary is usually available on most
Linux/UNIX systems. If sendmail is not available then SMTP should be used.

SMTP

Mail is delivered through an SMTP server. At the minimum, the hostname of the SMTP server
must be specified.

Database type

(see figure 1.5)
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Figure 1.5: Step 4: Database choice

The setup will automatically detect database support that has been made available for the PHP
scripting engine. If both MySQL and PostgreSQL are supported, the database choice dialog will
appear. If PHP is setup only to support one type of database, eZ Publish will automatically use it
and thus the database choice dialog will not be displayed.

Note that if the MySQLi extension is enabled in PHB the "MySQL Improved” option will be avail-
able on the list. If you are going to use a MySQL database, it is recommended to select "MySQL
Improved” instead of "MySQL’.

Database initialization

(see figure 1.6)


http://php.net/mysqli
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Figure 1.6: Step 5: Database initialization

Information about the hostname of the server running the database engine, and a username/
password combination needs to be provided. After you click "Next”, if MySQL or MySQL Im-
proved are used, the setup wizard will attempt to connect to the database. The setup will only
continue if it is able to connect to the specified MySQL server with the specified username/
password combination. PostgreSQL parameters are tested at a later stage during the setup wiz-
ard.

Language support

(see figure 1.7)

This step allows the user to choose a language configuration for the site that is being installed.
The setup wizard automatically pre-selects one of the languages according to your browser’s
language settings. Use the radio buttons to choose the default language (required), and the
checkboxes to choose the additional languages (optional). All the selected languages will be
added to the system and put on the list of prioritized languages. You will be able to use any of
these languages for creating and translating your content after the setup wizard is finished.

Note that choosing the default language at this step will determine default language, system
locale (page 242) and the most prioritized language for your site. If you select for example
”German” as default language, then both locale and default language will be set to "ger-DE”,
your administration interface will be translated into German, and this language will be recorded
as the most prioritized one for your site. Languages can be reconfigured at any time (even when
a site is up and running) using the administration interface.
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Figure 1.7: Step 6: Language support

Note that regardless of the selected language configuration, the site will be created using UTF-8

as the character set.

Site selection

(see figure 1.8)

This step allows the user to select one of the standard site packages. These packages are intended
to provide basic examples mostly for the purpose of demonstration and learning. However, it is
possible to use them as a basic framework which you can extend/tweak in order to make it
suitable for a specific purpose. A demo site usually contains some artwork (images), CSS code,

actual content and template files. The plain type should be used when starting from scratch.

The setup wizard automatically fetches the list of available site packages from remote and
The default remote repository is
http://packages.ez.no/ezpublish/4.0. Note that it only contains the following three site pack-

internal repositories and asks the user to choose one.

ages:

¢ Plain site

e Website Interface


http://packages.ez.no/ezpublish/4.0
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Figure 1.8: Step 7: Site selection

e eZ Flow

Older site packages such as "News site”, "Shop site” and ”Gallery site” are currently not available
for eZ Publish 4.

The wizard will automatically download the selected site package and all its dependent packages,
import them to the system and display a list of successfully imported packages as shown in the
following screenshot. (This step will be omitted if all these packages are already stored under
internal repositories.)

(see figure 1.9)
All dependent packages except for the site style package will be automatically installed.

Package language options

(see figure 1.10)

If the language configuration selected at the “Language support” step doesn’t match the lan-
guages used in the packages being installed, the “Package language options” interface will appear
as shown on the screenshot above. For example, the "Website interface” site package makes it
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Figure 1.10: Package language options

possible to have demo content created in 2 languages: English (United Kingdom) and French. If
the same languages are selected at the "Language support” step, the packages will be installed
silently. Otherwise, the user will need to specify how the system should act towards the ”su-
perfluous” languages (i.e. languages that exist in the package but aren’t present in the selected
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language configuration for the site). Possible actions are:

 Skip content in this language

* Create language (extend the language configuration of the site and create demo content in
this language)

* Map to another language (use demo data to create content in another language)

Dealing with possible problems

If the web server is not able to contact the remote repository (due to firewall rules for example),
the setup wizard will display an error message at the ”Site selection” step. To fix this, allow out-
bound connections to http://packages.ez.no in your firewall (port 80) or download the packages
manually.

Outbound connections via proxy

If you allow only outbound connections via a proxy server, then you need to configure eZ Publish
in the following way:

1. Create a file called ”site.ini.append.php” in the "settings/override” directory and make sure
it contains the following lines:

[ProxySettings]
ProxyServer=proxy.example.com:3128
User=myuser

Password=secret

Replace "proxy.example.com:3128” with the actual address and port number that can be
used to access the web through the proxy server. If the proxy server requires authentication,
you will also need to provide a valid username/password combination.

2. Restart the setup wizard.

Note that CURL support must be enabled in PHE otherwise outbound connections via proxy will
not work.

Manual download of packages

If the wizard fails to connect the external packages repository, you can manually download the
desired site package and all the dependent packages it requires and then upload/import them
via the setup wizard. The following instructions reveal how this can be done.


http://www.php.net/curl
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1. Go to the packages download page. The ”Sites” section of this page contains the list of
available site packages including the following information for each of them:

¢ Name
* Description

* Dependencies (if any)

Click on the name of the desired site package to download it. (A package is downloaded as
an ”.ezpkg” file.)

2. Download all the dependent packages required by this site package (these are listed under
"Dependencies”). You can download a package by clicking on its name. The packages are
downloaded as ”.ezpkg” files.

3. Use the package import interface located at the bottom of the page in the setup wizard to
upload/import the downloaded site package (click the "Choose” button, select the down-
loaded ”.ezpkg” file that contains the site package and click the ”"Upload” button). The
imported site package will appear on the list.

4. Upload/import all the dependent packages using the same import interface.

Note: it is also possible to download packages manually from the remote repository. The follow-
ing instructions reveal how this can be done.

1. Go to the packages repository, find the desired site package and download it manually. (A
package is downloaded as an ”.ezpkg” file.)

2. Unpack the ”.ezpkg” file into a temporary folder and view the ”package.xml” file in or-
der to figure out which dependent packages are required (these are listed between the
<dependencies> and </dependencies> XML tags as described here). Download all the
dependent packages that are required.

Additional functionality

In eZ Publish 3.7 and earlier versions, the setup wizard included one more step called Site
functionality” that allowed to select additional features that should be installed. This step is
no longer used. Additional functionality can be added after the setup wizard is finished by
downloading the desired packages from the "Content objects” section of the packages download
page, importing (page 310) the packages and installing (page 312) them.

Access method

(see figure 1.11)

This step allows the configuration of the access method that should be used when eZ Publish
receives a request. There are three options:


http://ez.no/download/ez_publish/ez_publish_4_stable_releases/4_0/packages/4_0_0
http://packages.ez.no/ezpublish/4.0
http://ez.no/download/ez_publish/ez_publish_4_stable_releases/4_0/packages/4_0_0
http://ez.no/download/ez_publish/ez_publish_4_stable_releases/4_0/packages/4_0_0
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Figure 1.11: Step 8: Site access configuration

e URL
e Port

e Hostname

URL

When the URL access method is used, eZ Publish selects the site that should be accessed based
on the contents of the URL (in particular the part that comes right after "index.php”). This is the
default and most generic option. It doesn’t require any additional configuration. Use this setting
when installing eZ Publish for the first time.

Port

When the port access method is used, eZ Publish selects the site that should be accessed based on
a port number that is specified in the URL. The port number must be appended to the hostname
of the web server: ”http://www.example.com:81/index.php”. This option requires additional
web server and firewall configuration. Use this setting only if you know what you’re doing.
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Hostname

When this access method is used, each site is assigned a unique hostname. For example,
"www.example.com” and "admin.example.com” can be assigned to the public and the adminis-
tration interface respectively. This option requires additional web and DNS server configuration.
Use this setting only if you know what you’re doing.

Site details

(see figure 1.12)
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Figure 1.12: Step 9: Site details

This step allows the modification of settings related to the site that is being installed. Note that
the "User path” and "Admin path” access values depend on which access method you choose.
When the port access method is used these values are port numbers. If you use the URL access
method then ”User path” and "Admin path” should only contain letters, digits and underscores.
If the hostname access method is used then some additional symbols like dashes, dots and colons
are allowed whereas underscores aren’t.

The available databases will be displayed in the database dropdown menu. The "Refresh” button
can be used to update the list (if a database is being created at this point). It is required that the
database uses UTF-8 as character set.

If the selected database already contains data, the "Site Details” page will reappear and ask what
to do. Possible actions are:

e Leave the data and add new
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* Remove existing data
* Leave the data and do nothing

¢ I've chosen a new database

Use the last option if another database has been chosen.

Site security

(see figure 1.13)
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Figure 1.13: Step 10: Site administrator

This step suggests some basic modifications that should be carried out in order to secure the
site being installed. The suggested security tweak protects the configuration files from unwanted
access. Don’t worry about this unless you're setting up a site for public use.

Note that the administrator’s username (login) is set to “admin” by default and can not be
changed. If you need another username for site administrator, you can install eZ Publish, create
a new administrator user, log in as this user and remove the old one.

Site registration

(see figure 1.14)
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Figure 1.14: Step 11: Site registration

This step allows you to control whether the setup should send an information E-mail to eZ Sys-
tems or not. The information will be used internally for statistics and for improving eZ Publish.
No confidential data will be transmitted and eZ Systems will not misuse or sell these details. The
following information will be sent:

* System details (OS type, etc)

¢ The test results

The type of database that is being used

The name of the site

The URL of the site

* The languages that were chosen

Finished

(see figure 1.15)

The setup wizard has finished, eZ Publish is ready for use. Click on one of the links to access the
various interfaces (public site, administration interface, etc.).

Note that it is possible to restart the installation wizard after its successful finishing by specifying
”CheckValidity=true” in the ”settings/override/site.ini.append.php” file so that the setup wizard
will be initiated when trying to access the site.
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1.5 Virtual host setup

This section describes how to set up a virtual host for eZ Publish using the Apache webserver. A
virtual host setup is only needed if eZ Publish has been configured to use the host access method,
which is the most secure method.

By making use of virtual hosts, it is possible to have several sites running on the same server. The
sites are usually differentiated by the name they are accessed. Apache will look for a specified
set of domains and use different configuration settings based on the domain that is accessed.

Generic virtual host setup

Virtual hosts are usually defined at the end of "httpd.conf”, which is the main configuration file
for Apache. Adding a virtual host for eZ Publish can be done by copying the following lines and
replacing the text encapsulated by the square brackets with actual values. Please refer to the next
section for a real life example of using virtual hosts.

NameVirtualHost [IP_ADDRESS]

<VirtualHost [IP_ADDRESS] : [PORT]>
<Directory [PATH_TO_EZPUBLISH]>
Options FollowSymLinks
AllowOverride None
</Directory>

<IfModule mod_php5.c>
php_admin_flag safe_mode Off
php_admin_value register_globals 0
php_value magic_quotes_gpc O
php_value magic_quotes_runtime O
php_value allow_call_time_pass_reference 0
</IfModule>

DirectoryIndex index.php

<IfModule mod_rewrite.c>

RewriteEngine On
RewriteRule content/treemenu/?$ /index_treemenu.php [L]
Rewriterule ~/var/storage/.* - [L]
Rewriterule ~/var/["/]+/storage/.* - [L]
RewriteRule ~/var/cache/texttoimage/.* - [L]
RewriteRule ~/var/[~/]+/cache/texttoimage/.* - [L]
Rewriterule ~/design/["/]+/(stylesheets|images|javascript)/.* - [L]
Rewriterule ~/share/icons/.* - [L]
Rewriterule ~/extension/["/]+/design/[~/]1+/

(stylesheets|images|javascripts?)/.* - [L]

1
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Rewriterule ~/packages/styles/.+/(stylesheets|images|javascript)/[~/]1+/

% — [L]

RewriteRule ~/packages/styles/.+/thumbnail/.* - [L]

RewriteRule ~/favicon\.ico - [L]
RewriteRule ~/robots\.txt - [L]

# Uncomment the following lines when using popup style debug.
# RewriteRule ~/var/cache/debug\.html.* - [L]
# RewriteRule ~/var/["/]+/cache/debug\.html.* - [L]

RewriteRule .* /index.php
</IfModule>

DocumentRoot [PATH_TO_EZPUBLISH]
ServerName [SERVER_NAME]
ServerAlias [SERVER_ALIAS]

</VirtualHost>

[IP_ ADDRESS]

The IP address of the virtual host, for example
”128.39.140.28”. Apache allows the usage of
a wildcards here ("*”).

[PORT]

The port on which the webserver listens for
incoming requests. This is an optional setting,
the default port is 80. The combination of an
IP address and a port is often referred to as
a socket. Apache allows the usage of a wild-
cards here (7*”).

[PATH TO_EZPUBLISH]

Path to the directory that contains eZ Publish.
This must be the full path, for example ”/var/
www/ezpublish-3.6.0”.

[SERVER NAME]

The host or the IP address that Apache should
look for. If a match is found, the virtual host
settings will be used.

[SERVER ALIAS]

Additional hosts/IP addresses that Apache
should look for. If a match is found, the vir-
tual host settings will be used.

Please note that the "mod_rewrite” module must be enabled in ”httpd.conf” in order to use the

Rewrite Rules.

NameVirtualHost

The "NameVirtualHost” setting might already exist in the default configuration. Defining a new
one will result in a conflict. If Apache reports errors such as "NameVirtualHost [IP. ADDRESS]
has no VirtualHosts” or "Mixing * ports and non-* ports with a NameVirtualHost address is not
supported”, try skipping the NameVirtualHost line. For more info about the NameVirtualHost
directive, see http://httpd.apache.org/docs/1.3/mod/core.html#namevirtualhost.


http://httpd.apache.org/docs/1.3/mod/core.html#namevirtualhost
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SOAP and WebDAV

If you would like to use the SOAP and/or the WebDAV features of eZ Publish, you’ll have to add 1
the following lines in the virtual host configuration:

RewriteCond %{HTTP_HOST} ~webdav\..x*
RewriteRule ~(.*) /webdav.php [L]

RewriteCond %{HTTP_HOST} “soap\..*
RewriteRule ~(.*) /soap.php [L]

ServerAlias soap.example.com
ServerAlias webdav.example.com
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1.5.1 Virtual host example

This example demonstrates how to set up a virtual host on the Apache web server for an eZ
Publish installation located in ”/var/www/example”. Let’s say that we want to access eZ Publish
by using the following URLs:

* http://www.example.com (actual website for public access)
* http://admin.example.com (administration interface for the webmaster)

In order to achieve this, we need to set up both eZ Publish and the web server so that they
respond correctly to the different requests.

eZ Publish configuration: siteaccess settings

eZ Publish needs to be configured to use the host access method. This can be done from within the
web based setup wizard or by manually editing the global override for the site.ini configuration
file: ”/settings/override/site.ini.append.php”. A typical configuration would look something like
this:

[SiteAccessSettings]
AvailableSiteAccessList[]
AvailableSiteAccessList []=example
AvailableSiteAccessList[]=example_admin
MatchOrder=host

HostMatchMapItems []=www.example.com;example
HostMatchMapItems[]=admin.example.com;example_admin

This configuration tells eZ Publish that it should use the "example” siteaccess if a request starts
with "www.example.com” and "example_admin” if the request starts with admin.example.com”.
For more information about site management in eZ Publish, please refer to the ”Site manage-
ment” (page 138) part of the "Concepts and basics” chapter.

Apache configuration: virtual host settings

Assuming that...

* eZ Publish is located in ”/var/www/example”
* the server’s IP address is 128.39.140.28

* we wish to access eZ Publish using "www.example.com” and “admin.example.com”
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...the following virtual host configuration needs to be added at the end of "http.conf”:

NameVirtualHost 128.39.140.28

<VirtualHost 128.39.140.28>
<Directory /var/www/example>
Options FollowSymLinks
AllowOverride None
</Directory>

<IfModule mod_php5.c>
php_admin_flag safe_mode Off
php_admin_value register_globals 0
php_value magic_quotes_gpc O
php_value magic_quotes_runtime O
php_value allow_call_time_pass_reference 0
</IfModule>

DirectoryIndex index.php
<IfModule mod_rewrite.c>

RewriteEngine On
RewriteRule content/treemenu/?$ /index_treemenu.php [L]

Rewriterule ~/var/storage/.* - [L]

Rewriterule ~/var/["/]+/storage/.* - [L]

RewriteRule ~/var/cache/texttoimage/.* - [L]

RewriteRule ~/var/["/]+/cache/texttoimage/.* - [L]

Rewriterule ~/design/["/]+/(stylesheets|images|javascript)/.* - [L]

Rewriterule
Rewriterule

~/share/icons/.* - [L]
~/extension/[~/]+/design/["~/]1+/

(stylesheets|images|javascripts?)/.* - [L]

Rewriterule ~/packages/styles/.+/(stylesheets|images|javascript)/[~/]1+/

= [L]
RewriteRule ~/packages/styles/.+/thumbnail/.* - [L]
RewriteRule ~/favicon\.ico - [L]
RewriteRule ~/robots\.txt - [L]
# Uncomment the following lines when using popup style debug.
# RewriteRule ~/var/cache/debug\.html.* - [L]
# RewriteRule ~/var/["/]+/cache/debug\.html.* - [L]
RewriteRule .* /index.php

</IfModule>

DocumentRoot /var/www/example

ServerName www.example.com

ServerAlias admin.example.com
</VirtualHost>
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Note that it isn’t necessary to create a separate virtual host block for “admin.example.com”, it
can be added to the existing block using the ”ServerAlias” directive.

You can have apachel and apache2 part in the sample vhost. That way allows to use one vhost
for both servers.

<IfModule mod_phpb5.c>
# If you are using Apache 2, you have to use <IfModule sapi_apache2.c>
# instead of <IfModule mod_php5.c>.
# some parts/addons might only run safe mode on
php_admin_flag safe_mode Off
# security just in case
php_admin_value register_globals 0
# performance
php_value magic_quotes_gpc O
# performance
php_value magic_quotes_runtime O
#http://www.php.net/manual/en/
ini.core.php#ini.allow-call-time-pass-reference
php_value allow_call_time_pass_reference O
</IfModule>

<IfModule sapi_apache2.c>
# If you are using Apache 2, you have to use <IfModule sapi_apache2.c>
# instead of <IfModule mod_php5.c>.
# some parts/addons might only run safe mode on
php_admin_flag safe_mode Off
# security just in case
php_admin_value register_globals 0
# performance
php_value magic_quotes_gpc O
# performance
php_value magic_quotes_runtime O
#http://www.php.net/manual/en/
ini.core.php#ini.allow-call-time-pass-reference
php_value allow_call_time_pass_reference 0
</IfModule>

1
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1.6 Removing eZ Publish

This section describes how to completely remove an eZ Publish installation from a system.

Removing eZ Publish is done in four steps:

1. Deleting the eZ Publish directory
2. Removing the database

3. Reconfiguring Apache (optional)
4.

Removing the cronjobs (optional)

WARNING! By following these steps, you will remove both eZ Publish and all the data/content
that you have put into the system. Everything will be lost.

Deleting the eZ Publish directory

Remove the eZ Publish directory using your favorite tool.

Linux/UNIX
On Linux/UNIX systems, the removal would most likely be carried out using the "rm” command:

$ rm -Rf /path/to/ez_publish

Please note that some file/directory permissions might be messed up. If this is the case, it will
prevent a regular user from removing all eZ Publish files. You'll probably have to gain root access
to solve this problem.

Windows

Windows users may simply delete the eZ Publish directory using the "Explorer”.

Removing the database
MySQL
1. Start the MySQL client, log in using your username and password:

$ mysql -u <username> -p

If the username/password is correct, the client will then present a "mysql>" prompt.
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2. Delete/remove the database using the drop command followed by the name of the database
used by eZ Publish:

mysql> drop database <database-name>;

PostgreSQL
1. Remove the database by executing the PostgreSQL dropdb command from shell:

$ dropdb <database-name>

Reconfiguring Apache (optional)

If a virtual host setup was used, it is likely that the Apache configuration file contains eZ Publish
specific settings. These settings will not be needed anymore and thus they can be removed.
Open the ”httpd.conf” file using a text editor, scroll down to the bottom and remove the eZ
Publish specific virtual host settings. Remember to restart Apache after altering the configuration
file.

Removing the cronjobs (optional)

Windows users should skip this part. If cron was configured to run eZ Publish specific jobs, then
these will have to be removed. You may have to edit a global cron file (under ”/etc/cron*”) or
use the “crontab” command with the -e (edit) parameter to edit a user’s private cron file. Remove
the eZ Publish specific entries.
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1.7 Extensions

Extensions are plugins to eZ Publish, providing additional custom functionality. Various exten-
sions are available for eZ Publish. All of them require the same basic steps for an installation.
This chapter will show how to perform the following:

1. Extract the compressed archive containing the extension

2. Activate the extension

Some extensions might require further action to make them fully functional, e.g. creating new
database tables, adding certain content classes to eZ Publish, etc. Such additional measures are
explained in the documentation for each extension.

As outlined before, this section deals with the basic steps only. For demonstration purposes, the
installation will be examplified by an imaginery extension called "ezfoo”.
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1.7.1 Extracting the files

Each extension is distributed as a compressed archive. The name of the archive file includes the
name of the extension and its release version. Furthermore, the compression type is indicated by

” »

the file ending, either "tgz”, "tar.gz”, "bz2”, or "zip”. For example:

* ezfoo-extension-1.0.tgz
* ezfoo-extension-1.0.tar.gz
* ezfoo-extension-1.0.bz2
* ezfoo-extension-1.0.zip

Windows users should download the ”zip” archive. Linux/UNIX users may download any archive
format as long as the necessary unpacking tools are available.

Extension base directory

Copy the downloaded archive into the ”extension” directory of your eZ Publish installation. If this
directory does not exist yet, then create it. (Do not create the directory with the plural naming
”extensions” - this is a common error.)

The following shell commands can be used to create the “extension” directory and copy the
archive on a Linux/UNIX system:

mkdir /opt/ezp/extension/
cp /home/myuser/download/ezfoo-extension-1.0.tar.gz /opt/ezp/extension/

Replace ”/opt/ezp/” with the actual path to your eZ Publish installation and ”/home/myuser/
download/ezfoo-extension-1.0.tar.gz” with the actual path to the downloaded archive.

Unpack the archive

The archive should be unpacked inside the "extension” directory. When done correctly, an “ezfoo”
directory will be created inside the ”extension” directory.

See the following table for the correct shell command to use on a Linux/UNIX system, depending
on the compression type:

Archive type Command to extract
tar.gz or tgz

tar -zxvf ezfoo-extension-1.0.tar.gz

or
tar -zxvf ezfoo-extension-1.0.tgz

bz2
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tar -jxvf ezfoo-extension-1.0.bz2

zZip

unzip ezfoo-extension-1.0.zip

On Windows, you can just unzip the ”zip” file using the built-in zip features.

At this point, the unpacked files should be available under “extension/ezfoo”.
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1.7.2 Activating the extension

Each extension needs to be activated, which means that it is being registered for eZ Publish to be
available from within the eZ Publish framework. Every extension can either be activated in the
eZ Publish administration interface or in a configuration file. Furthermore, the activation can be
done either for the whole eZ Publish installation or for only certain siteaccesses.

Administration interface

Log in to your eZ Publish administration interface, click on the ”Setup” tab, and then click "Ex-
tensions” on the left. You will see the list of available extensions with checkboxes. To activate the
sample extension, select “ezfoo” as shown in the screenshot below and click the ”Apply changes”
button.

(see figure 1.16)
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Figure 1.16: Screenshot of extension configuration in administration interface.

This will activate the extension for all siteaccesses of your eZ Publish installation.

Configuration file

Alternatively, an extension can be enabled manually in the site.ini (page 1559) configuration file.
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Activating for the whole installation
To enable the sample extension for all of your siteaccesses, edit the ”site.ini.append.php” file
located in the ”settings/override” directory of your eZ Publish installation. Add the following

line under the ”[ExtensionSettings]” configuration block (page 136):

ActiveExtensions[]=ezfoo

Multiple extensions can be present within the ”[ExtensionSettings]” block. You’ll have to manu-
ally create the file and/or the section if they do not exist.

Activating for a certain siteaccesses
To enable the sample extension for only a single siteaccess called “example”, edit the
”site.ini.append.php” file located in the ”settings/siteaccess/example” directory of your eZ Pub-

lish installation. Add the following line under the ”[ExtensionSettings]” configuration block:

ActiveAccessExtensions[]=ezfoo

Note that the line registering the extension is not called ”ActiveExtensions”, but “ActiveAccessEx-
tensions”. You'll have to manually create the file and/or the section if they do not exist.

Updating the autoload arrays

After updating the configuration file(s), you need to run the ”ezpgenerateautoloads.php” script,
in order to add the information about all PHP class definitions of this extension to the "autoload/
ezp_extension.php” file, otherwise eZ Publish might not be able to execute the PHP code of the
newly added extension. The following example shows how to run the script.

1. Navigate into the eZ Publish directory.

2. Run the script using the following shell command:

bin/php/ezpgenerateautoloads.php --extension

The script will look for class definitions in the “extensions” directory and update the ”autoload/
ezp_extension.php” file accordingly.
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1.8 Troubleshooting

This section will explain what can be done if installation fails because of some unknown reason.

First of all, make sure that all the requirements (page 29) without exception are met. The
requirements are strict and extremely important. Please read them very carefully.

If all the requirements are met but you still have problems, it is recommended to check the debug
information during the installation process. To enable the debug output, do the following:

1. Go to the "settings/override” directory of your eZ Publish installation.

2. Create a new file called ”site.ini.append.php” and put the following lines to it:

[DebugSettings]
DebugOutput=enabled

The debug output will appear at the bottom of the page as shown in the following screenshot.
(see figure 1.17)

The debug output will be displayed in the setup wizard, in the administration interface and on
the actual site. This option can be disabled at any time by replacing "enabled” with ”disabled” in
the same place of the configuration file.

Note that the "CheckValidity (page 1717)” setting located in the ”[SiteAccessSettings]” section
of the same file controls if the setup wizard should automatically start the first time the site is
accessed/browsed. If you want to restart the wizard after its successful finishing, you can specify
”CheckValidity=true” in the ”settings/override/site.ini.append.php” file so that the setup wizard
will be initiated when trying to access the site.
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Chapter 2

Concepts and basics

The purpose of this chapter is to introduce and describe the most important concepts of eZ
publish. A rookie developer should definitively read through this chapter in order to understand
the basic terms, models, structures and building blocks of the system. This chapter is more
generic than technical, it is meant to teach the concepts rather than explaining details. People
previously unfamiliar with eZ publish should be able to collect enough information in order to
understand the following issues:

* The way eZ publish is built up

* The main directory structure

* The concept and necessity of separating content and design

* How eZ publish stores and manages content

* How eZ publish handles issues related to design

* How eZ publish manages different sites

* The concept of modules and views

* The way eZ publish works with URLs

* The configuration system

* The structure of the workflow system

* How the access/permission system works

* How the webshop works

* A typical page request cycle

88
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2.1 The internal structure of eZ publish

This section describes the internal structure of eZ publish by presenting an brief overview of
the different software-layers of the system. eZ publish is a complex, object oriented application
written in the PHP language. The system consists of three major parts:

* Libraries

¢ Kernel

e Modules

The following illustration shows how the different parts of the system are connected.

(see figure 2.1)
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Figure 2.1: Libraries, kernel and modules.

The libraries

The libraries are the main building blocks of the system. These are reuseable general purpose
PHP classes. The libraries are in no way dependent on the eZ publish kernel. However, some of
them are strongly interconnected and thus inseparable. People looking for general PHP libraries
should take a look in the ”lib” folder within the root directory of an eZ publish installation.
The reference chapter contains a complete list and a short description of the currently available
libraries (page 1858).

The kernel

The eZ publish kernel can be described as the system core. It takes care of all the low level
functionality like content handling, content versioning, access control, workflows, etc. The kernel
consists of various engines that build upon and make use of the general purpose libraries.
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The modules

An eZ publish module offers an HTTP interface which can be used for web based interaction with
the system. While some modules offer an interface to kernel functionality, others are more or less
independent of the kernel. eZ publish comes with a collection of modules that cover the needs
of typical everyday tasks. For example, the content module provides an interface that makes it
possible to use a web browser to manage content. The reference chapter contains a complete
list and a short description of all the currently available modules (page 588). A module can be
broken down into the following components:

e Views

e Fetch functions

A view provides an actual web interface. For example, the ”search” (page 749) view of the
“content” (page 624) module provides a web interface to the built-in search engine. Every eZ
publish module provides at least one view. A fetch function makes it possible to extract data
through a module from within a template. For example, the “current user” (page 915) fetch
function of the "user” (page 912) module makes it possible to access information related to the
user who is currently logged in. Some modules provide fetch functions, some don’t.
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2.1.1 Directory structure

The eZ publish root directory contains multiple subdirectories. Each subdirectory is dedicated
to a specific part of the system and contains a collection of logically related files. The following
table gives an overview of the main eZ publish directories.

Directory Description

bin The ”bin” directory contains various PHE Perl
and shell scripts. For example, it contains
the ”ezcache.php” script which can be used
to clear all eZ publish caches from within a
system shell. The scripts are mainly used for
manual maintenance.

cronjobs The ”cronjobs” directory contains miscella-
neous scripts for automated periodical main-
tenance.

design The ”design” directory contains all design

related files such as templates, images,
stylesheets, etc.

doc The ”doc” directory contains documentation
and change logs.
extension The ”extension” directory contains eZ publish

plugins. The extension system of eZ pub-
lish allows external code to plug in and co-
exsit with the rest of the system. By using
extensions it is possible to create new mod-
ules, datatypes, template operators, workflow
events and so on.

kernel The "kernel” directory contains all the kernel
files such as the core kernel classes, modules,
views, datatypes, etc. This is where the core of
the system resides. Only experts should tam-
per with this part.

lib The ”1ib” directory contains the general pur-
pose libraries. These libraries are collections
of classes that perform various low level tasks.
The kernel makes use of these libraries.
packages The "packages” directory contains the bun-
dled packages (themes, classes, templates,
etc.) that can be installed using either the
setup wizard or the administration interface.

settings The ”settings” directory contains dynamic, site
specific configuration files.
share The ”share” directory contains static configu-

ration files such as codepages, locale descrip-
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tions, translations, icons, etc.

support

The ”support” directory contains the source
code for additional applications that can be
used to do various advanced tasks. For exam-
ple, it contains the "lupdate” program that can
be used to create and maintain eZ the transla-
tion files.

update

The ”update” directory contains various
scripts that should be used when an eZ pub-
lish installation is being upgraded.

var

The ”var” directory contains cache files and
logs. It also contains actual content that
doesn’t go into the database (images and
files). The size of this directory will most likely
increase as the system is being used.
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2.2 Content and design

This section explains the fundamental concepts of content and design. It is important to under-
stand what content and design actually are, how they interconnect and how the system handles
these fundamental elements.

Content

In the world of eZ publish, content and design are separated. By content we mean information
that is to be organized and stored using some structure. For example, it may be the actual
contents of a news article (title, intro, body, images), the properties of a car (make, model, year,
color) and so on. In other words, all custom information that is stored for the purpose of later
retrieval is referred to as content.

Design

The information stored in a content structure must be presented somehow, preferably in a way
that is easily understood by humans. While content means actual data, design is all about the
way the data is marked up and visually presented. When talking about design, we'’re talking
about the things that make up a web interface: HTML, style sheets, images that are not a part of
the content, etc.

Templates

eZ publish uses templates as the fundamental unit of site design. For example, a template might
dictate that a page should appear with the site’s title bar on the top, and then main content in
the middle. When the page is accessed, it then becomes the content management system’s job to
“flow” the content into the appropriate places in the template. An eZ publish template is basically
a custom HTML file that describes how some particular type of content should be visualized. In
addition to standard HTML syntax, it is possible to use eZ publish specific code to for example
extract content from the system. The HTML syntax in the built-in/default templates follow the
XHTML 1.0 Transitional specification.

The separation of content and design

While content is all about storing and structuring custom/raw data, the purpose of the design is
to dictate how the content should be visualized. The result of a combination of these elements is
a complete interface, as illustrated in the following diagram.

(see figure 2.2)

This distinction, and the system’s ability to handle it is one of the key features of eZ publish.
The separation of content and design opens up an entire range of possibilities that simply cannot
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Figure 2.2: Content + Design = Web page

be achieved otherwise. The following list outlines some of the most important benefits of this

technique:

* Content authors and designers can work separately without conflicts
* Content can be published easily in multiple formats

* Content can easily be transferred and re-purposed

* Global redesigns/changes can be applied by simple modifications
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2.2.1 Storage

This section explains where eZ publish stores information that belongs to a site (not the system
itself). A typical eZ publish site consists of the following elements:

* Actual content
* Design related files

* Configuration files

Actual content is structured and stored inside a database. This is true for all content except
for images and files, which are stored on the filesystem. The main reason for this is because
the filesystem is much faster than the database when it comes to the storage and retrieval of
large data chunks. Having the files on the filesystem allows the webserver to serve them directly
without the need of going through the database. In addition, this technique makes it easier to
use external tools to manipulate/scan/index the contents of the uploaded files. For example, the
built in search engine is capable of using external utilities to index the contents of miscellaneous
files (PDE, Word documents, Excel sheets, etc.). Having the files on the filesystem dramatically
decreases the size of the database and thus makes it easier to copy and handle. Everything that is
related to design (template files, CSS files, non content specific images, etc.) and configuration
settings are also stored on the filesystem. A backup of an eZ publish site must therefore contain
both a dump of the database and a copy of the necessary files. The following illustration shows
an overview of how the system makes use of the database and the filesystem to store the different
elements of a site.

(see figure 2.3)
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2.3 Content management

The role of a content management system is to organize and store content regardless of type
and complexity. The main goal of such a system is to provide a well structured, automated
yet flexible solution allowing information to be freely distributed and instantly updated across
various communication channels (such as the world wide web, intranets and miscellaneous front
and back-end systems). This section describes how eZ Publish actually handles content.

A typical example

Let’s consider a scenario at a university with a need of storing information about students. Most
off-the-shelf content management systems will offer a selection of built in content types. There
might for example exist a "Person” type, consisting of fields like "name”, ”birthdate”, ”phone
number” and so on. However, the custom student data will probably not fit perfectly into this
predefined model since it might consist of information that is specific for the university (for
example student ID, department, etc.). Even though some systems allow the creation of custom
structures, the solution is often a complicated and timeconsuming process that requires both
programming and manipulation of the database. In addition, once the solution is in use, future
alternation of the structure itself will most likely become a problem.

Content management in eZ Publish

Unlike other content management systems, eZ Publish does not make use of a predefined “one-
size-fits-all” approach. Instead of desperately trying to fit data into predefined and rigid struc-
tures, the system allows the creation of custom structures by the way of a unique object oriented
approach. For example, the site developer can build custom structures that perfectly satisfies the
storage needs of the university. This is one of the key features that make eZ Publish a flexible
and successful system. In addition to offering the freedom of custom structures, it also allows the
modification of the content structures at runtime. In other words, if the custom student structure
used in the example above needs to be modified, then eZ Publish will automatically alter it based
on the administrator’s commands.

Although the possibility to create and modify content structures is a wonderful feature, there
isn’t always need for using it. This is why an eZ Publish distribution comes with a selection of
predefined content structures and thus allows the developer to choose between the following
scenarios:

* Use the standard/built-in structures

* Use modified versions of the standard/built-in structures

* Use only custom structures

e Use a combination of standard, modified and custom structures
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An object oriented content structure

The eZ Publish content structure is based on ideas borrowed from the object oriented world of
popular programming languages like Smalltalk, C++, JAVA, etc. Superficially, object-oriented
means nothing more than looking at the world in terms of objects. In real life, people are sur-
rounded by several objects: furniture, cars, pets, humans, etc. Each of these objects have traits
that we use to identify them. This is also the way eZ Publish defines and manages content.

The system offers a selection of fundamental building blocks and mechanisms that together pro-
vide a flexible content management solution. An actual data structure is described using some-
thing called a content class. A content class is built up of attributes. An attribute can be thought
of as a field, for example the ”"birthdate” field in a structure designed to store information about
students. The description of the entire structure would be refferred to as the ”student class”. The
characteristics of an attribute inside the class are determined by the datatype that was chosen to
represent that attribute.

It is important to understand that a content class is just a definition of an arbitrary structure. In
other words, the class itself describes the structure but it does not store any actual data. Once
a content class has been defined, it is possible to create instances of that class. An instance of a
content class is called a content object. Actual content is stored inside objects of different types.
A content object consists of one or more versions. The versioning layer makes it possible to have
different versions of the same content. Each version consists of one or more translations. The
translation layer makes it possible to represent the same version of the same content in multiple
languages. A translation consists of attributes. The attributes are the final elements in the content
structure chain, this is where actual data is stored.

The content objects are wrapped and organized by the way of nodes that are placed inside a
tree-like structure. This tree is often refferred to as the node tree. The following sections contain
comprehensive explanations related to the elements that were introduced above.
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2.3.1 Datatypes

A datatype is the smallest possible entity of storage. It determines how a specific type of in-
formation should be validated, stored, retrieved, formatted and so on. eZ publish comes with
a collection of fundamental datatypes that can be used to build powerful and complex content
structures. In addition, it is possible to extend the system by creating custom datatypes for spe-
cial needs. Custom datatypes have to be programmed in PHP However, the built in datatypes are
usually sufficient enough for typical scenarios. The following table gives an overview of the most
basic datatypes that come with eZ publish.

Datatype Description

Text line (page 536) Stores a single line of unformatted text

Text block (page 534) Stores multiple lines of unformatted text

XML block (page 544) Validates and stores multiple lines of format-
ted text

Integer (page 490) Validates and stores a numerical integer value

Float (page 481) Validates and stores a numerical floating point
value

Please refer to the ”Datatypes” (page 463) section of the reference chapter for a compre-
hensive list of all the built-in datatypes. Additional datatypes can be downloaded from
http://ez.no/community/contribs/datatypes; they are created by the members of the eZ pub-
lish community.

Input validation

As the list above indicates, some datatypes take care of more than just storing data. For example,
the XML block” datatype apparently supports validation. This means that the inputted XML will
be validated before it is actually stored in the database. In other words, the system will only
accept and store the data if it is a valid XML structure. Input validation is supported by most (but
not all) of the built in datatypes. The validation feature of a datatype can not be turned on or
off. In other words, if a datatype happens to support validation, it will always try to validate the
incoming data and thus the system will never allow the storage of incorrectly formatted input.


http://ez.no/community/contribs/datatypes
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2.3.2 The content class

A content class is a definition of an arbitrary data structure. It does not store any actual data.
A content class is made up of attributes. The characteristics of an attribute are determined by
the datatype that is chosen for that specific attribute. By combining different datatypes, it is
possible to represent complex data structures. The following illustration shows the anatomy of a
content class called "Article”, which defines a data structure for storing news articles. It consists
of attributes dedicated for storing the title, an introduction text and the actual body of an article.

(see figure 2.4)

ARTICLE CLASS

Name | Datatype '
E Title Text line
g Intro Text line
(-4
E Body XML field

Figure 2.4: Example of a content class.

An eZ publish distribution comes with a set of general purpose classes (page 561) that are de-
signed for typical web scenarios. For example, the default image class defines a structure for
storing image files. It consists of attributes for storing the name of the image, the actual image
file, the caption and an alternative image text. The built-in classes can be modified in order to
become more suitable for a specific case. In addition, it is possible to create completely new
and custom classes. Content classes can be created, modified and removed easily using the ad-
ministration interface. When a content class is removed, all instances of that class (containing
actual data) will also be removed from the system. The following screenshot shows the class edit
interface in action.

(see figure 2.5)

Class structure

A content class consists of the following elements:

* Name

* Identifier

* Object name pattern

* URL alias name pattern
* Container flag

* Default sorting of children
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' Edit <Documentation page> [Class]

Last modified: 07/24/2007 04:39 pm, Administrator English (American) B

Name:
Documentation page

Identifier:
documentation_page

Object name pattern:
<title=

URL alias name pattern:
=alias=

Container:
v

]

Default sorting of children:
Path String |~ | Ascending |+

Default object availability:
A

Class attributes:

|| 1. Title [Text line] (id:188) [&] [#] ,

Name:
Title

Identifier:
title

v Required |v/Searchable | |Information collector | | Disable translation

Default value:

Figure 2.5: The class edit interface.

* Default object availability flag

e Attributes

Name

The name is for storing a user friendly name which describes the data structure that the class
defines. A class name can consist of letters, digits, spaces and special characters. The maximum
length is 255 characters. For example, if a class defines a data structure for storing information
about graduate students, the name of the class would most likely be "Graduate student”. This
name will appear in various class lists throughout the administration interface, but it will not be
used internally by the system. If a blank name is provided, eZ publish will automatically generate
a unique name when the class definition is stored.
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Identifier

The identifier is for internal use. In particular, class identifiers are used in configuration files,
templates and in PHP code. A class identifier can only consist of lowercase letters, digits and
underscores. The maximum length is 50 characters. For example, if a class defines a data struc-
ture for storing information about graduate students, the identifier of the class would probably
be "graduate student”. If a blank identifier is provided, eZ publish will automatically generate a
unique identifier when the class definition is stored.

Object name pattern

The object name pattern controls how the name of an actual object (an instance of a class)
will be generated. A pattern usually consists of attribute identifiers (described later) that tell
eZ publish about which attributes it should use when generating the name of an object. Each
attribute identifier has to be encapsulated by angle brackets. Text outside the angle brackets will
be included directly. If a blank pattern is provided, eZ publish will automatically use the identifier
of the first attribute.

URL alias name pattern

The URL alias name pattern controls how the virtual URLs of the nodes will be generated when
the objects (instances of a class) are created. Note that only the last part of the virtual URL is
affected. The pattern works in the same way as the object name pattern. Text outside the angle
brackets will be converted using the selected method of URL transformation. If a blank pattern
is provided, eZ Publish will automatically use the name of the object itself.

Container flag

The container flag controls whether an instance of the class should be allowed to have sub items
(often called child nodes, children) or not. This setting only affects the administration interface,
it was added in order to provide a more convenient environment for administrators and content
authors. In other words, it doesn’t control any actual low level logic, it simply controls the way
the graphical user interface behaves.

Default sorting of children

From 3.9, it is possible to set the “default sorting of children” while editing the classes. When new
objects are created and their corresponding nodes appear in the tree, they will use the sorting
settings that were specified at the class level. In other words, if you set the ”default sorting of
children” to priority/ascending for the "Folder” class, the sub items of newly created folders will
be sorted by their priorities, starting with the lowest priority.

Note that sorting parameters can always be changed for each individual node by using the sorting
controls located in the ”Sub items” window. Modifying the default sorting parameters at the
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class level will not affect the nodes that encapsulate existing objects of the class (only the nodes
of newly created objects will be affected). Refer to “sort method” and ”sort order” for more
information about sorting parameters.

Default object availability flag

This flag is related to the multi-language features that were added in eZ publish 3.8. It simply
dictates the default value of the “object availability” flag for new instances (objects) of the class.
This flag can be further controlled (on the object level) by a checkbox labelled "Use the main
language if there is no prioritized translation” in the "Languages” window of the administration
interface. In other words, the object availability can be modified individually for each object.
When the flag is set, an object that does not exist in one of the site/prioritized languages will be
shown using it’s initial/main language. If the flag isn’t set, the object will not be shown as long
as it does not exist in one of the prioritized languages.

Attributes

As pointed out earlier, it is the structure and type of the attributes that make up the actual data
structure that the class defines. A content class must at least have one attribute. On the other
hand, a class can contain virtually an unlimited number of attributes. Class attributes can be
added, removed and rearranged at any time using the administration interface. If an attribute
is added to a class, it will be added to all current and upcoming instances of that class. If an
attribute is removed, it will also be removed from all instances.

Although it is possible to remove and add attributes using the administration interface, in some
cases these operations may corrupt the database. This usually happens when there are too many
instances that need to be updated. If the required processing time exceeds the maximum exe-
cution time for PHP scripts, the sequence will be interrupted and thus the database will most
likely be left in an inconsistent state. At the time of writing, this problem can only be solved by
increasing the maximum execution time, which is defined in ”php.ini” as "max_execution_time”.
The default value is 30 seconds, it should be increased to a couple of minutes. A more reliable
solution (a PHP script that takes care of adding/removing attributes and run it from within a
shell) will probably be added in the future.
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2.3.3 Class attributes

A content class is made up of one or more attributes where each attribute is represented by a
datatype. The characteristics of an attribute are determined by the datatype that is chosen for
that specific attribute. An attribute is made up of the following elements:

* Name

* Identifier

¢ Generic controls

* Datatype specific controls

Name

The name is for storing a user friendly name for the attribute. For example, if the attribute is
supposed to store birthdates, the name of the attribute would most likely be “Date of birth”.
This string will appear in various parts of the administration interface, but it will not be used
internally by the system. The name of an attribute can consist of letters, digits, spaces and special
characters. The maximum length is 255 characters. If a blank name is provided, eZ publish will
automatically generate a unique name for the attribute when the class definition is stored.

Identifier

The identifier of an attribute is for internal use. In particular, attribute identifiers are used in
configuration files, templates and in PHP code. An attribute identifier can only consist of low-
ercase letters, digits and underscores. The maximum length is 50 characters. For example, if
the attribute is supposed to store birthdates, the identifier of the attribute would probably be
“date_of birth”. If a blank identifier is provided, eZ publish will automatically generate a unique
identifier when the class definition is stored.

Generic controls

Each attribute has a set of generic controls. These controls are the same for each attribute, re-
gardless (but not independent) of the datatype that represents the attribute. The generic controls
are a set of switches that can be turned on or off:

* Required

* Searchable

e Information collector

e Translatable
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Required

The required switch controls the behavior of the storage procedure for content objects (instances
of a content class). It can be used regardless of the datatype that represents the attribute. When
the required flag of an attribute is set, the system will keep rejecting the inputted data until all
required information is provided. If the required flag is unset, eZ publish will not care whether
any actual data was provided or not. When an attribute is added, the required switch is off.
Please note that inputted data will be validated according to the chosen datatype’s validation
rules regardless of the state of the attribute’s required switch. Input validation is supported by
most (but not all) of the built in datatypes. The following example demonstrates how these
features actually work.

Let’s say that we have created a content class that defines a data structure for storing information
about prisoners. The class would typically consist of various attributes for storing different kinds
of data: name, identification number, date of birth, cell, block, etc. Having at least the name and
the birthdate attributes required will eliminate the possibility of storing convicts without names
and/or birthdates. If the birthdate attribute is represented by the built-in “date” datatype, the
system will only accept the input if the birthdate is provided using a correct date format.

Searchable

The searchable switch can be used to control whether the actual data stored using the attribute
should be indexed by the search engine or if it should be left unindexed. Search indexing is
supported by the majority of the built-in datatypes. Please refer to the "Datatypes” (page 463)
section of the reference chapter to see which datatypes that support search indexing.

Information collector

The information collector switch can be used to control the attribute’s behavior in view mode.
The default view mode behavior results in the display of the information that was provided in
edit mode. For example, when viewing a news article, the contents of the article are displayed
but can not be edited. However, if an attribute is marked as a collector, it will allow information
to be input in view mode. At first, this feature might seem a bit odd. However, it is actually
quite handy. For example, it can be used to quickly create simple feedback forms. The contents
of a form created using this technique will be e-mailed to the site administrator (or to a specified
address) once the form is submitted. Information collection is only supported by a small set of
the built in datatypes. The following example demonstrates how this feature could be used to
create a basic feedback form.

Let’s say that we have created a content class called "Feedback form” using the following at-
tributes: name, subject and message. The subject and the message attributes would be marked
as information collectors. When an instance of this class is viewed, the subject and the message
attributes will be displayed as input fields along with a ”Send” button.
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Translatable

The translatable switch controls whether actual data stored using the attribute should exist in
only one language (the default language) or if it should be possible to translate it using the
additional languages. The translation mechanism is completely independent of the datatype
layer. In other words, this switch can be used regardless of the datatype that was chosen to
represent the attribute.

When an attribute is added, the translation switch is "on”. Turning it off is typically useful
when the attribute is supposed to store non-translatable input. For example, translating dates,
numerical values, prices, email addresses, etc. doesn’t make much sense.

Datatype specific controls

An attribute can have a set of additional controls that are specific for the datatype that was
chosen to represent that attribute. Some datatypes allow fine grained customization, some not.
For example, the built-in "Text line” datatype provides two settings: default value and maximum
length.
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2.3.4 The content object

A content object is an instance of a content class. While the class only defines the data structure,
it is the content objects themselves that contain actual data. Once a content class is defined,
several content objects / instances of that class can be created. For example, if a class for storing
news articles is created, several article objects (each containing a different story) can then be
instantiated. The following illustration summarizes and shows the relation between datatypes,
attributes, a content class and content objects.

(see figure 2.6)

ARTICLE CLASS

Name Datatype
g Title Text line
s Intro Text line
E Body XML field

SN

ARTICLE OBJECT ARTICLE OBJECT ARTICLE OBJECT

Title: Penguin Title: Scooter Title: Megaphone

Intro: The penguin is Intro: Sigge rides a Intro: Sigge has a
called "Sigge” yellow scooter megaphone

Body: He is an angry Body: He wants a Body: "So watch out!”,
old penguin parking spot he shouts.

far his scooter

Figure 2.6: Datatypes, attributes, a content class and objects.

Please note that the illustration above is a simplified version of the reality. It doesn’t show the
exact structure of the objects since the versioning and the translation layers have been left out.
The following text gives a more in-depth explanation of the object structure. The versioning and
the translation layers will be explained in the upcoming sections.

Object structure

A content object consists of the following elements:

* Object ID
* Name

* Type

* Owner

¢ Creation time
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* Modification time
s Status

¢ Section ID

* Versions

e Current version

Object ID

Every object has a unique identification number. The ID numbers are used by the system to
organize and keep track of different objects. These ID numbers are not recycled. In other words,
if an object is deleted, the ID number of that object will not be reused when a new object is
created.

Name

The name of an object is nothing more than a friendly name that appears in various lists through-
out the administration interface. It helps the user to identify different objects by their names in-
stead of having to deal with identification numbers. An object’s name is generated automatically
by the system when the object is published. It is the object name pattern definition of a class
that dictates how objects of that class should be named. This mechanism makes it possible to
automatically generate names based on the object’s attributes. Since the object name is not used
by the system, different objects can have the exact same name.

For example, when dealing with news articles, the title of the article would most likely be used
to generate the object names. When an article object is published, its name will be a copy of the
object’s title attribute. The name of the object will be updated every time the object is published.
In other words, if the title is changed, the object’s name will automatically also be changed.

Type

The type information indicates which class that was used to create the object.

Owner

The object’s owner contains a reference to the user who initially created the object. At any time,
an object can only be owned by one user. This reference is set by the system the first time the
object is published. The ownership of an object can not be manipulated and will not change even
if the owner the object is removed from the system.
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Creation time

The published field contains a timestamp pinpointing the exact date and time when the object
was published for the first time. This information is set by the system and it can not be modified.
The published timestamp will remain the same regardless of what happens to the object.

Modification time

The modified field contains a timestamp revealing the exact date and time when the object was
modified. This information is set by the system and it can not be modified. The modified times-
tamp will change every time the object is published.

Status

The status indicates the current state of the object. There are three possibilities:

¢ (0) Draft
* (1) Published
e (2) Archived

When initially created, the object’s status is set to draft. This status will remain until the object is
published and thus the status will be set to published. Once published, the object can not become
a draft. When a published object is moved to the trash, the status will be set to archived. If a
published object is removed from the trash (or removed without being put in the trash first), it
will be permanently deleted.

Section

The section ID of an object denotes which section that object belongs to. Each object can belong
to one section. By assigning different sections to objects, it is possible to have different groups of
objects. The section mechanism is explained under ”Sections” (page 132).

Versions

The actual contents of an object is stored inside different versions. A version can be thought of
as a timestamped collection of data (the object’s attributes) that belongs to a specific user. Every
time the contents of an object is edited, a new version is created. It is always the new version that
will be edited. The current / published version along with earlier versions will remain untouched.
This makes it possible to revert unwanted or accidental changes. An object always has at least one
version of its content. Each version is identified by a number which is automatically increased
for every new version that is created. The structure and logic of the versioning mechanism is
explained in the next section.
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Current version

The current version is a number that pinpoints the currently published version of the object. As
described above, the contents of an object may exist in several versions. However, only one of
them can be the current version (also referred to as the published version). The current/published
version is the version that will be displayed when the object is viewed.
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2.3.5 Object versioning

eZ publish comes with a built in versioning system which is implemented at the object level. This
mechanism makes it possible to have several versions of the contents (attributes) of an object.
It basically provides a generic, out-of-the-box version control framework that can be used with
any kind of content. The different versions are encapsulated by the object itself. The following
illustration shows a more detailed example of the object structure seen from the outside world.

(see figure 2.7)

ARTICLE OBJECT

SYSTEM SPECIFIC ELEMENTS

Element Value

Object ID 13
Name "The penguin has a megaphone”
Type Article
[...] [...]
VERSIONS

Version Attributes and content

1 Title: | Penguins and megaphones
INtro: | First draft
Body: ' glah, blah, blah...

Version Attributes and content

2 Title: | The penguin has a megaphane

INtro: : He knows how to use it

Body: | “Se watch out”®

Figure 2.7: Example of a content object that consists of two versions.

Every time an object is edited, a new version of the object’s contents will be created. It is always
the new version that will be edited, the old version(s) remains untouched. This is how eZ publish
keeps track of changes made by various users. An accidental or unwanted change can thus be
undone by simply reverting an object back to the previous version.

Version limitations

Since every edit procedure results in the creation of a new version (unless the new version is dis-
carded), the database can be quickly filled up by different versions of the same content. In order
to prevent this problem, the versioning system can be limited to a certain number of versions
per object. It is possible to assign different version limitations for different object types (differ-
ent classes). The default limitation is 10, which means that every object can have a maximum
number of 10 versions of its content. If the maximum count is reached, the oldest version will be
automatically deleted and thus a free slot will be available for the new one. This is the default
behavior. An alternative setting can be used to disallow the creation of new versions until an



2.3.5 Content management / Object versioning 111

existing version is manually deleted by a user.

Version structure

A version consist of the following elements:

* Version number
* Creation time

* Modification time
* Creator

e Status

e Translations

Version number

Every version has a unique version number. This number is used by the system to organize and
keep track of the different versions of an object. The version number is automatically increased
for each version that is created inside an object.

Creation time

The creation time contains a timestamp pinpointing the exact date and time when the version
was initially created. This information is set by the system and will remain the same regardless
of what happens to the version.

Modification time

The modification time contains a timestamp revealing the exact date and time when the version
was last modified. This information is set by the system every time the version is stored and
when the version is finally published. When a version is published, the modification time of the
object itself will be updated (it will simply be set to the same value as modification time of the
version that was published).

Creator

The version’s creator contains a reference to the user that created the version. Although a content
object can only belong to a single user (revealed by the "Owner” field), each version may belong
different users. The creator reference is set by the system when the version is created. It can not
be manipulated and will not change even if the user who created the version is removed from
the system.
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Status

The state of a version is determined by its status. There are five possibilities:

Draft (0)

Published (1)
* Pending (2)

Archived (3)
* Rejected (4)

In eZ Publish versions 3.8 and later, there is an additional possibility: if a version of a content
object is created but not modified (for example, if someone clicked an "Add comments” button
but didn’t actually post anything), the status of the version will be "Internal draft (5)”. In the
administration interface, status ”5” drafts are called "untouched drafts”. From 3.9, you can set
the number of days, hours, minutes and seconds before an internal draft is considered old and
removed by the ”internal_drafts_cleanup.php” cronjob script. Another cronjob script called ”old_
drafts cleanup.php” can be configured to remove status ”"0” drafts that have been in the system
for a specified period of time.

A newly created version is a draft. This status will remain until that version becomes published.
Although an object can have many versions, there can only be one published version (the others
are usually drafts and archived versions). The published version can be considered as the "cur-
rent” version and it is the one that is accessed when the object is viewed. A published version can
not become a draft. However, it will become archived as soon as another version is published.
The following illustration shows how the versioning system actually works.

(see figure 2.8)

The illustration above shows the most common states of a content object. When a new object
is created (step 1), eZ publish will also create a new draft version. Because the object has not
been published yet, its status is set to draft and the current version is unknown. Storing the draft
(steps 2a and 2b) will not change the state of the object. The only thing that will happen is
that the contents of the draft will be stored in version 1. If the draft (which is the only existing
version) is discarded, the object is completely removed from the system (step 2c). When the
draft is published (step 2), both the draft and the object’s states will be set to published. In
addition, the current version will be set to 1, which reveals the currently published version of
the object. When published, the contents of the object can be viewed by others. A published
object can be removed/deleted from the system (step 3a). When removed, the object’s state will
be set to ”Archived” and thus it will be in the trash. The object can be recovered from the trash
to its previous state. Among other things, this involves the status field being set to “Published”
again. When a published object is edited (step 4), the current version (version 1 in this case) will
remain untouched and a completely new version will be created. The contents of the new version
(version 2 in this case) will be a copy of the contents of the current version. Again, storing the
draft (steps 4b and 4c) will not change the state of the object. If the draft is discarded (step 4a),
it will be completely removed from the system and thus the object will be in the exact same state
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OBJECT STATES

New object

Store
draft Status: Draft
Store c o Discard draft
urrent version:
& exit @B
d{_‘) Publish

TRASH

Status: Published

. Current version: 1 @ Status: Archived
Discard

draft (_4a ) Remove Version |: Published
Edit
Current version: 1

Status: Published

Store Current version: 1
& exit
@ Publish Status: Archived
Version 1; Archived
Status: Published

Remove Current version: 2

Current version: 2

Figure 2.8: Overview of the object states.

as it was in before it was edited. If the newly created and edited draft is published, it will become
the current version of the object and thus the previous version (version 1 in this case) will be
set to "Archived”. Step 5a illustrates what would happen if the object (now with two versions)
would be removed.

The pending and the rejected states are used by the collaboration system. When a version is
waiting to be approved by an editor, the status is set to pending. If the version is approved, it will
be automatically published and thus the status will be set to published. On the other hand, if a
pending version is rejected by the editor, the status will be set to rejected.

A version can only be edited if it is a draft and it can only be edited by the same user who initially
created it. In addition, rejected versions can also be edited. When a rejected version is edited, it
will become a draft. Published and archived versions can not be edited. However, it is possible
to make copies of them. When a published or an archived version is copied, the status of the
copy is set to draft and thus it becomes editable. When/if the new draft is published, the system
automatically sets the status of the previously published version to archived and the new draft
will become the published version.
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Translations

The actual contents of a version is stored inside different translations. A translation is a repre-
sentation of the information in a specific language. In other words, the translation layer allows a
version of the object’s actual contents to exist in different languages. A version always has at least
one translation of the content (which represents the data in the default/standard language).
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2.3.6 Multiple languages

In addition to the versioning system, the content model of eZ publish also provides a built-in
multilanguage framework. This feature allows an object’s contents to exist in several languages.
The system is able to support up to 30 different languages at the same time.

The multi-language feature provides a generic one-to-one translation mechanism that can be used
to translate any kind of content. A one-to-one translation solution makes it possible to represent
the exact same content in multiple languages. For example, when a news article is available in
English, Norwegian and Hungarian (same content in all three cases), we say that we have one-
to-one translation of the content. The translation mechanism is completely independent of the
datatypes. In other words, any kind of content can be translated regardless of the datatypes that
are used to realize the content’s structure. It is possible to start with only one language and when
time comes, add translations and thus extend the spectrum of the target audience.

The following illustration shows a simplified example of an object with two versions where each
version exists in several languages. A language in this case is often referred to as a translation.

(see figure 2.9)

ARTICLE OBJECT

SYSTEM SPECIFIC ELEMENTS

Element Value

Object ID 13
Name "The penguin has a megaphone”
Type Article
[...] [...]

WVERSIONS

Version Language Attributes and content

1 Title: : Penguins and megaphones

English Intra: First draft
Body: [8lah, blah, blah..

Version  Language Attributes and content
2 Title: [ The penguin has a megaphone
Engl ish IAtro: | He knaws haw to use it

Body: "5 watch ount”

Title: | Fingwinen har en megafan

Norwegian Intro: | Han ver bvordan den brukes
Body! {"sa pass dere!”

Figure 2.9: Content object structure (with versions and translations).

As the illustration indicates, each version can have a different set of translations. At minimum,
a version always has one translation which by default is the initial’main translation. The initial/
main translation can not be removed. However, if the object exists in several languages, it is
possible to select which of the translations that should be initial/main and thus the previous
initial/main translation can be removed.
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It is important to note that from 3.8, when a user edits an object, it is no longer the entire
version that gets edited. Instead, a combination of a version and a translation that is edited. This
approach avoids the locking of entire versions (along with all the translations) and thus it allows
multiple translators to work with the same content in several languages at the same time.

The global translation list

An object can only be edited/translated using languages that exist in the global translation list.
Initially, this list contains the languages that were selected during step six of the setup wizard.
Additional languages can be added at any time while the site is up and running. The following
screenshot shows the global translation list as it appears in the administration interface (under
”Setup” and “Languages”).

(see figure 2.10)

Available languages for translation of content [3] ‘

%| Language Country Locale Translations
| Enalish (United Kingdom)  United Kingdom  eng-GB 31
[~ M German Germany ger-DE 0
[~ & Nowegian (Bokmal) MNorway nor-NO 0
| Remove selec i | Add 1anguag ‘

Figure 2.10: The list of existing languages for translation of content

The global translation list simply keeps track of the languages that users are allowed to use when
editing/translating content. A translation added to the list will immediately become available for
use. Note that from 3.8, it is no longer possible to remove languages from the global translation
list unless they are not used by any objects. The global translation list is capable of handling up
to 30 languages.

Differences between 3.8 and earlier versions

In eZ publish 3.7 and earlier versions, objects had to be created in the primary language before
they could be translated to additional languages. Multiple translators could not work simultane-
ously because the edit process locked the entire version which also contained the translations.

In eZ publish 3.8, the primary language concept is gone and thus objects can be created using
different languages. This means that you can for example have an article available only in English
and another article available only in Norwegian. Multiple translators can work on the same
object because when editing, they actually edit the translation itself instead of the entire version.
This means that if you have written an article in English, different translators can go ahead and
add translations (for example Hungarian, Norwegian and Russian) to the object simultaneously.
They no longer have to wait for eachother because they can work with different translations at
the same time on the same object. However, this also means that a user can no longer work with
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multiple translations at the same time. The problem is that the user must leave the edit interface
in order to be able to add (and then edit) new translations for an object. There are some other
drawbacks as well. For example, unless a user is editing the very first version of an object, it is no
longer possible to change the object’s locations from the edit interface. However, the locations
can still be changed using the "Locations” window when the object isn’t being edited.

Whenever an object is published, the system automatically collects all the latest translations that
the previous version(s) of the object contains and puts them into the version being published.
The result is a version that contains all the up-to-date translations. The contents of an object can
be translated to a maximum number of 30 languages.

Please refer to the "Updating INI settings for multi-language” part of the "Upgrading from 3.6.x
(3.7.x) to 3.8.0” page for information about multi-language related INI settings.

Multilingual classes

From 3.9, it is possible to translate the class names and the attribute names. In other words, you
can for example have ”Car” and ”Bil” as class names in English and Norwegian along with "Top
speed” and "Topphastighet” as attribute names. Refer to the ”"Translatable class attributes (page
252)” documentation page for more information.

Non-translatable attributes

The data structure defined by a class is built up of attributes where each attribute is represented
by a datatype. Among other things, an attribute of a class can be made translatable or not. If an
attribute is translatable, the system will allow the translation of its contents when an object of
that class is being edited. This is typically convenient when the attribute contains actual text. For
example, the written part of a news article can be translated into different languages. However,
some attributes are non-translatable by nature. This is typical for images without text, numbers,
dates, e-mail addresses and so on. Such attributes can be made non-translatable and thus their
contents will simply be copied from the initial/main translation. The copied values can not be
edited.

For example, let’s say that we need to store information about furniture in multiple languages.
We could build a furniture class using the following attributes: name, photo, description, height,
width, depth and weight. Allowing the translation of anything else then the description attribute
would be pointless since the values stored by the other attributes are the same regardless of the
language used to describe the furniture. In other words, the name, photo, height, width, depth
and weight would be the same in for example both English and Norwegian. Conversion between
different measuring units would have to be done within the template that is used to display the
information.

Access control

It is possible to control whether a user (or a group of users) should be able to translate content
or not. This policy can be controlled on a class, section, language and owner basis. In particular,
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the language limitation makes it possible to control which user (or user groups) should be able
to edit and/or translate different parts of the content using different languages. In addition, it is
also possible to control access to the global translation list. This makes it possible to allow users
other than the site administrator to add and remove translations on a global basis.

Please refer to the multi-language (page 238) part of the features section for further details.
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2.3.7 The content node

When the system is in use, new content objects are created on the fly. For example, when a news
article is composed, a new article object is created. Obviously, the content objects can’t just hover
around in space, they have to be organized in some way. This is where the nodes and the content
node tree comes in. A content node is nothing more than an encapsulation of a content object. In
eZ publish, every object is usually represented by one or more nodes. The following illustration
shows a simplified example of a node and a corresponding object (which is referenced by the
node) as it would have been represented inside the system.

(see figure 2.11)

OBJECT NODE

Figure 2.11: Object - node relation

The content node tree is built up of nodes. A node is simply a location of an object within the
tree structure. The tree is the actual mechanism used to hierarchically organize the objects that
are present on the system. The content node tree is explained in the next section.

Node structure

A content node consists of the following elements:

* Node ID

e Parent node ID
* Object ID

* Sort method

* Sort order

* Priority

Node ID

Every node has a unique identification number. The ID numbers are used by the system to
organize and keep track of the different nodes. These ID numbers are not recycled. In other
words, if a node is deleted, the ID number of that node will not be reused when a new node is
created.
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Parent node ID

The parent node ID of a node reveals the node’s superior node in the tree.

Object ID

Every object that exists in the system has a unique identification number. The object ID of a node
pinpoints the actual object that the node encapsulates.

Sort method

The sorting method of a node determines how the children of the node should be sorted. The
following sorting methods are possible:

Method ID Description

Class identifier 6 The nodes are sorted by the
class identifiers of the ob-
jects.

Class name 7 The nodes are sorted by the
class names of the objects.

Depth 5 The nodes are sorted by their

depth in the tree. A node fur-
ther down in the three has
a higher level of depth. The
root node has a depth of 1.

Modified 3 The nodes are sorted by the
modification time of the ob-
jects.

Modified subnode 10 The nodes are sorted based

on the modification time of
their children.

Name 9 The nodes are sorted by the
names of the objects.

Path 1 The nodes are sorted by their
path strings.

Priority 8 The nodes are sorted by their

priority. Every node has a
priority field that can be set
by the user. This solution al-
lows the nodes to be sorted
in a custom order. The prior-
ity field is described below.

Published 2 The nodes are sorted by the
creation time of the objects’
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current/published versions.
Section 4 The nodes are sorted by the
section IDs of the objects.

Please note that it is possible to combine the available sort methods in order to sort nodes in a
more complex way. However, since a node is incapable of “remembering” a combination (you
can only set one method and one order for each node), this has to be done in the templates.

Sort order

The sorting order determines the order in which the children of the node should be sorted. There
are two possibilities:

* Descending (0 / FALSE)

* Ascending (1 / TRUE)
For example, if the sorting method is set to "Name” and the sort method is set to "Ascending”,

the underlying nodes will be alphabetically sorted from A to Z. If the sort method is set to "De-
scending”, the underlying nodes will be sorted from Z to A.

Priority

The priority field allows a user to assign both positive and negative integer values to a node (zero
is also allowed). This field makes it possible to sort nodes in a custom way. If the sorting method
of a node is set to "Priority”, the children of that node will be sorted by their priorities.
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2.3.8 The content node tree

The content node tree is a hierarchical organization of the objects. Each leaf in the tree is a node
(also known as a location). Each node refers to one object. The usual case is that an object is
referenced by only one node. Because of the node-encapsulation of objects, any type of content
object can be placed anywhere in the tree. At the minimum, the tree consists of one node, called
the root node. The identification number of the root node is 1. The root node is a virtual node,
it does not encapsulate an actual object. A node that is directly below the root node is called a
top level node (the top level nodes are described in the next section). The depth and width of the
tree is virtually unlimited. The following illustration shows a simplified example of how objects
are referenced by nodes which together make up the content node tree.

(see figure 2.12)
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Figure 2.12: Objects, nodes and the content node tree

The following illustration shows the same node structure seen from the outside world.

(see figure 2.13)

Multiple locations

An object may be referenced by several nodes, which means that the same object can appear at
different locations within the tree. This feature can for example be used to place a specific news
article at two locations: the frontpage and the archive. In the case of multiple nodes/locations,
only one node can be considered as the main node of an object. The main node usually represents
the object’s original location in the tree. The other nodes can be thought of as additional nodes /
locations. If an object is referenced by a single node then of course that node would be the main
node. Among other things, the main node is used to avoid multiple search hits, infinite recursive
loops, smart filtering, etc. The following illustration shows an example of a structure where an
object has multiple locations in the tree. It will simply be empty and will have the possibility to
contain a different set of sub items.

(see figure 2.14)
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CONTENT NODE TREE

/N
/N

Name: About Name: Contact
Type: Article Type: Article
Object ID: 33 Object ID: 34
Node ID: 47 Node ID: 48

Figure 2.13: Content node tree
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Figure 2.14: Objects, node and the content node tree - multiple locations

The following illustration shows the same node structure seen from the outside world.

(see figure 2.15)

Pitfall

A very common mistake when planning the structure of a site is thinking of multiple locations
as shortcuts/links on a filesystem. Unfortunately, this is not how the node tree works. When
a new location is added to an object, eZ publish will not go through and create replica of the
node structure below the object’s original location. For example, if a folder containing several
subfolders with articles, images, etc. is assigned a secondary location, the subfolders with articles,
images, etc. will not be automatically available below the new location of the folder.
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CONTENT NODE TREE

7N
\.._ 7N

Name: Contact
Type: Article
Object ID: 33
Mode ID: 48

Figure 2.15: Content node tree with multiple locations

Additional notes

Only published objects appear in the tree. A newly created object (status set to draft) does not
get a node assignment until the object is published for the first time. An object is considered
to be deleted (status set to archived) when all nodes referencing that object are removed from
the tree. A deleted object will appear in the system trash. It is important to understand that
the trash in eZ publish is a flat structure. This is different from what people are used to from
the trash implementation in modern operating systems. Objects in the trash can be recovered
to their original locations. However, this is only possible if their original parent nodes have not
been deleted. Otherwise, the user must specify a new/alternate location for the objects during
recovery. Note that specifying an alternate/new location can be done regardless if the system is
able to restore a deleted object at its original location or not.

Furthermore, if a folder containing some news articles is deleted, both the folder and the articles
will appear on the same level within the trash. Recovering the folder itself will not bring back the
articles since the links between the folder and the articles got lost when the nodes were deleted.
In this case, the folder needs to be recovered first. After that, each article has to be manually
recovered and given a location.
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2.3.9 Top level nodes

A typical eZ publish installation comes with the following set of top level nodes:

* Content
* Media
¢ Users
* Setup

* Design

The top level nodes can not be deleted. However, they can be swapped with other nodes. The
swap function can be used to change the type of a top level node. For example, the "Content”
node references a folder object. By swapping it with another node which refers to a different kind
of object, it is possible to change the type of the top level node itself. The following illustration
shows the virtual root node and the standard top level nodes:

(see figure 2.16)
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Figure 2.16: Top level nodes

Content

The actual contents of a site is placed under the "Content” node. This node is typically used for
organizing folders, articles, information pages, etc. and thus defines the actual content structure
of the site. A sitemap can be easily created by traversing the contents of this top level node.
The default identification number of the "Content” node is 2. The contents of this node can be
viewed by selecting the "Content structure” tab in the administration interface. By default, this
node references a "Folder” object.

Media

The "Media” node is typically used for storing and organizing information that is frequently
used by the nodes located below the "Content” node. It usually contains images, animations,
documents and other files. For example, it can be used to create an image gallery containing



2.3.9 Content management / Top level nodes 126

images that are used in different news articles. The default identification number of the "Media”
node is 43. The contents of this node can be viewed by selecting the "Media library” tab in the
administration interface. By default, this node references a "Folder” object.

Users

The built-in multiuser solution makes use of the native content structure of eZ publish. An actual
user is just an instance of a class that contains the “User account” (page 542) datatype. The user
nodes are organized within "User group” nodes below the ”"Users” top level node. In other words,
this node contains the actual users and user groups. The default identification number of the
“Users” node is 5. The contents of this node can be viewed by selecting the "User accounts” tab
in the administration interface. By default, this node references a "User group” object.

Setup

The ”Setup” node contains miscellaneous nodes related to configuration and is used internally.
The default identification number of the ”Setup” node is 48. By default, this node references a
“Folder” object.

Design

The ”"Design” node contains miscellaneous nodes related to design issues and is used internally.
The default identification number of the “Design” node is 58. By default, this node references a
“Folder” object.
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2.3.10 Node visibility

Since publishing means adding an object (by the way of a node) to the content tree, unpublishing
would imply the removal of the object from the tree. Once an object is published, it can not be
unpublished because eZ publish does not provide such a feature. Instead, the system provides a
hiding mechanism which can be used to change the visibility of nodes. The hide feature makes it
possible to prevent the system from displaying the contents of published objects. This is achieved
by denying access to the nodes. A single node or a subtree of nodes can be hidden either by a
user or by the system. A node can have one of the following visibility statuses:

¢ Visible
e Hidden

* Hidden by superior

All nodes are visible by default and thus the objects they reference can be accessed. A user
can hide or unhide a node using the administration interface. Once a node is hidden, all its
descendants will automatically be marked "Hidden by superior” and thus the descendants will
also become hidden. A node can not become visible if its parent is hidden.

A hidden node will not be available unless the ”ShowHiddenNodes” directive within the ”[SiteAc-
cessSettings]” block of a configuration override for "site.ini” is set to true. The most common way
to use this setting is to disallow all but the administration interface to show hidden nodes.

Implementation

Each node has two flags: "H” and ”X”. While "H” means ”hidden”, ”X” means "invisible”. The
hidden flag reveals whether the node has been hidden by a user or not. A raised invisibility flag
means that the node is invisible either because it was hidden by a user or by the system. Together,
the flags represent the three visibility statuses that were described above:

H X Status

- - The node is visible.

1 1 The node is invisible. It was
hidden by a user.

- 1 The node is invisible. It

was hidden by the system be-
cause its ancestor is hidden/
invisible.

If a user tries to hide an already invisible node then the node’s hidden flag will be set in addition
to the invisible flag. If a node is hidden and its parent becomes visible, the node will remain
hidden while the descendants will remain invisible. The following illustrations show how the
node hiding algorithm works.
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Case 1: Hiding a visible node

The following illustration shows what happens when a visible node is hidden by a user. The node
will be marked hidden. Underlying nodes will be marked invisible (hidden by superior). The
visibility status of underlying nodes already marked hidden or invisible will not be changed.

(see figure 2.17)
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Figure 2.17: Hiding a visible node

Case 2: Hiding an invisible node

The following illustration shows what happens when an invisible node (hidden by superior) is
explicitly hidden by a user. The node will be marked as hidden. Since the underlying nodes are
already either hidden or invisible, their visibility status will not be changed.

(see figure 2.18)
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Figure 2.18: Hiding an invisible node



2.3.10 Content management / Node visibility 129

Case 3: Unhiding a node with a visible ancestor

The following illustration shows what happens when a user unhides a node that has a visible
ancestor. Underlying invisible nodes will become visible. An underlying node that was explicitly
hidden by a user will remain hidden (and its children will be remain invisible).

(see figure 2.19)
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Figure 2.19: Unhiding a node with a visible ancestor

Case 4: Unhiding a node with an invisible ancestor

The following illustration shows what happens when a user unhides a node that has an invisible
ancestor. Since the target node is unhided in a subtree that is currently invisible (because a node
further up in the hierarchy has been explicitly hidden), the node will not become visible. Instead,
it will be marked as invisible and will become visible when the hidden superior node is unhided.

(see figure 2.20)
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Figure 2.20: Unhiding a node with an invisible ancestor
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2.3.11 Object relations

The content model of eZ publish makes it possible to create relations between different objects.
Any type of object can be connected to any other type of object. This feature is typically useful in
situations when there is a need to bind and/or reuse information that is scattered around in the
system.

For example, the concept of related objects makes it possible to add images to news articles.
Instead of using a fixed set of image attributes, the images are stored as separate objects outside
the article. These objects can then be related to the article and used directly in attributes repre-
sented by the "XML block” (page 544) datatype. This approach is quite flexible because it does
not enforce any limitations when it comes to the amount and the type of information that is to
be included.

Relation types

A relation between two objects can be created either at the object level or at the object attribute
level. The system stores the different types of relations using the same database table. An object
can not have a relation to itself.

Relations at the object level

In eZ Publish 3.8 and earlier versions, the relations at the object level were generic and could not
be grouped in any way. From 3.9, there are three types of relations at the object level:

¢ Common

e XML linked

¢ XML embedded

Common

A relation of the "common” type is created when a user manually adds a content object to the
related object list of another object. (In most cases, this is done by using the "Related objects”
window in the object edit interface.) This method is always available for use.

XML linked

Whenever an internal link (a link to other node or object) is inserted into an attribute represented
by the "XML block (page 544)” datatype, the system will automatically create a relation of the
”XML linked” type. Note that a relation of this type is automatically removed from the system
when the corresponding ”link” tag is removed from the content.
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XML embedded

Whenever an “embed” tag is inserted into an attribute of the XML block (page 544)” datatype,
the system will automatically create a relation of the "XML embedded” type, i.e. relate the
embedded object to the one that is being edited. Note that a relation of this type is automatically
removed from the system when the corresponding "embed” tag is removed.

Relations at the attribute level

Relations of this type will be automatically generated whenever the "Object relation” (page 515)
or the "Object relations” (page 517) datatypes are used. While the first one allows only a single
relation, the second allows multiple relations. There is no grouping of the relations. However, by
making use of several attributes that are represented by one of these datatypes, it is possible to
create a custom structure with grouped relations.
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2.3.12 Sections

A section is a number that can be assigned to an object. The section ID of an object denotes
which section the object belongs to. Each object can belong to one section. By assigning different
sections to objects, it is possible to have different groups of objects. Although the sectioning
mechanism is implemented at the object level, it is more likely to be used in conjunction with the
content node tree. This is why the administration interface makes it possible to manage sections
on the node level. Using sections makes it possible to:

* Segment the node tree into different subtrees

* Set up custom template override rules

e Limit and control access to content

* Assign discount rules to a group of products

A default eZ publish installation comes with the following sections:

ID Name Description

1 Standard The ”Standard” section is the
default section. The ”Con-
tent” top level node makes
use of this section.

2 Users The ”Users” section is dedi-
cated for user accounts and
user groups that exist on the
system. The "Users” top level
node makes use of this sec-

tion.

3 Media The "Media” section is used
by the ”Media” top level
node.

4 Setup The ”Setup” section is used
by the ”Setup” top level
node.

Section definitions can be added, modified and removed using the administration interface. The
following illustration shows an example of how the section feature can be used to segment the
content node tree.

(see figure 2.21)
Behavior
When a new object is created, its section ID will be set to the default section (which is usually

the standard section). When the object is published, it will automatically inherit the section that
is assigned to the object encapsulated by the parent node. For example, if an object is created in
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Figure 2.21: Example of sections.

a folder that belongs to section 13, the section ID of the newly created object will be set to 13. If
an object has multiple node assignments then it is always the section ID of the object referenced
by the parent of the main node that will be used. In addition, if the main node of an object with
multiple node assignments is changed then the section ID of that object will be updated.

The administration interface makes it possible to assign sections to objects using the node tree.
When a section is assigned to a node, the section ID of the object referenced by that node will be
updated. In addition, the section assignment of all subsequent children of that node will also be
changed. For example, if the section ID of a folder containing news articles is changed, then the
section ID of the articles in that folder will also be changed.

The removal of sections may corrupt permission settings, template output and other things in the
system. In other words, a section should only be removed if it is completely unused. When a
section is removed, it is only the section definition itself that will be removed. Other references
to the section will remain and thus the system will most likely be in an inconsistent state. The
section ID numbers are not recycled. If a section is removed, the ID number of that section will
not be reused when a new section is created.
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2.3.13 URL storage

Every address that is input as a link into an attribute using the XML block” (page 544) or the
"URLY (page 540) datatype is stored in a separate part of the database. Actual data stored using
these datatypes only contain references to entries in the separate URL table. This feature makes
it possible to inspect and edit the published URLs without having to interact with the content
objects. The addresses in the URL table can be checked by running the ”linkcheck.php” script
(which is also executed by the cronjob script) that comes with eZ publish. This script will simply
check if the links in the table actually work by accessing them one by one. If the target server
of a URL returns an invalid response (404 Page not found, 500 Internal Server Error, 403 Access
Denied, etc.) or if there is simply no response, the URL will be marked invalid. Invalid URLs and
the objects that are using them can be easily filtered out and edited using the "URL management”
part of the administration interface. An entry in the URL table consists of the following data:

e ID

* Address

* Creation time

* Modification time
* Last checked

e Status

Every URL has a unique identification number. The address contains the actual link. The creation
time is the exact date/time when the object containing that URL was published. The modification
time is updated every time the URL is changed using the URL management part of the admin-
istration interface (and not when the object containing that URL is edited). Whenever a URL
is checked by the script, the last checked field will be updated. The status of a URL can be ei-
ther valid or invalid. By default, all URLs are valid. When the cronjob script is running, it will
automatically update the status of the URLs. If a broken link is found, its status will be set to
”invalid”. Whenever an already existing URL is stored, the system will simply reuse the existing
entry in the table.

Please note that the link check script must be able to contact the outside world through port 80.
In other words, the firewall must be opened for outgoing HTTP traffic from the web server that
is running eZ publish.
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2.3.14 Information collection

The information collection feature makes it possible to gather user input when a node referencing
an information collector object is viewed. It is typically useful when it comes to the creation of
feedback forms, polls, etc.

An object can collect information if at least one of the class attributes is marked as an information
collector. When the object is viewed, each collector attribute will be displayed using the chosen
datatype’s data collector template. Instead of just outputting the attributes’ contents, the collec-
tor templates provide interfaces for data input. The generated input interface depends on the
datatype that represents the attribute. The following table reveals the datatypes that are capable
of collecting information.

Datatype Input interface Input validation
Checkbox (page 467) Checkbox. No.
E-Mail (page 475) Single line of text. Yes.
Option (page 522) Radio buttons or a dropdown | No.
menu.
Text block (page 534) Multiple lines of unformatted | No.
text.
Text line (page 536) Single line of unformatted | No.
text.

The input interfaces must be encapsulated by an HTML form that posts the data using a submit
button named ”ActionCollectInformation” to ”/content/action” (the ”action” (page 724) view of
the “content” (page 624) module). The submitted data will be stored in a dedicated part of the
database, separated from but related to the object itself. In addition, whenever the object collects
any data, the information can be sent to a specified E-mail address. The ”Collected information”
section within the ”Setup” part of the administration interface can be used to view and delete
information that was collected through content objects.
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2.4 Configuration

This section explains the configuration model of eZ publish. The default configuration files end
with a ”.ini” extension and are located in the ”/settings” directory. Each file controls the behavior
of a specific part of the system. For example, the ”content.ini” file controls the behavior of the
content engine, the "webdav.ini” file controls the behavior of the WebDAV subsystem, and so
on. The main and most important configuration file is called ”site.ini”. Among other things, it
tells eZ publish which database, design, etc. that should be used. The default configuration files
contain all the possible directives (with default settings) along with brief explanations. These
files files should only be used for reference. In other words, they should never be modified.
The ”Configuration files” (page 1438) section of the reference chapter contains a comprehensive
explanation of the different configuration files and their settings.

File structure

An eZ publish configuration file is divided into blocks, each block contains a collection of settings.
The following example shows a part of the main (site.ini) configuration file.

# This line contains a comment.
[DatabaseSettings]
Server=localhost

User=allman

Password=qwerty
Socket=disabled
SQLOutput=enabled

# This line contains another comment.
[ExtensionSettings]
ActiveExtensions[]=ezdhtml
ActiveExtensions[]=ezpaypal

The example above shows two blocks: "DatabaseSettings” and "ExtensionSettings”. Each block
has several settings which control the behavior of the system. A setting can usually be set to
enabled/disabled, a string of text or an array of strings. If the name of a setting ends with a pair
of square brackets, it means that the setting accepts an array of values. In the example above,
the ”ActiveExtensions” setting tells eZ publish to use two different extensions: ”ezdhtml” and
”paypal”. Lines starting with a hash are treated as comments.

Configuration overrides

As pointed out earlier, the default configuration files should never be modified because they will
most likely be overwritten by a new set of files during an upgrade. Making a backup will still
not be sufficient because the configuration settings change over time. For example, a previous
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version of the files will not contain settings that were recently added. Because of these issues,
custom configuration settings must be placed elsewhere. Global configuration overrides can be
placed in the ”/settings/override” directory . The settings of the configuration files located in this
directory will override the default settings. The name of the configuration files in the override
directory must end with one of the following extensions:

* .ini.append

e .ini.append.php

If an override configuration file exist with both ”.ini.append” and ”.ini.append.php” extensions,
eZ publish will process the one which ends with ”.php”. Because of possible security issues, the
latter (.ini.append.php) should be used; specially if eZ publish is running in a non virtual host
environment. The ”.php” extension will trick the web server into handling the configuration file
as a PHP script. If someone attempts to read it using a browser, the server will not display the
contents. Instead, it will attempt to process it as PHB which again will not produce any output
since the configuration settings are commented out (see below). This method makes it more dif-
ficult for a hacker to get access to the configuration settings (for example the database password)
by attempting to access one of the configuration files from outside. In order for this to work,
the contents of the configuration file must be encapsulated by a pair of PHP comment markers:
/* and */. The following example shows how an override (for example "test.ini.append.php”)
should be set up:

<7php /* #7ini charset="utf-8"7
# These are my example settings
[ExampleSettings]

ExampleSettingOne=enabled
ExampleSettingTwo=disabled

x/ 7>

The ”charset” directive reveals the character set that was used to construct the ini file (usually
UTE-8).
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2.4.1 Site management

A single eZ publish installation is capable of hosting multiple sites by making use of something
called the siteaccess system. This system makes it possible to use different configuration settings
based on a set of rules. The rules control which group of settings that should be used in a
particular case. The siteaccess rules must be specified in the global override for the site.ini
configuration file (”/settings/override/site.ini.append.php”).

Siteaccess

A collection of configuration settings is called a siteaccess. When a siteaccess is in use, the de-
fault configuration settings will be overridden by the settings that are defined for the siteaccess.
Among other things, a siteaccess dictates which database, design and var directory that should
be used (these are sometime referred to as "resources”). By making use of different siteaccesses,
it is possible to combine different content and designs. A typical eZ publish site consists of two
siteaccesses: a public interface for visitors and a restricted interface for administrators. Both
siteaccesses use the same content (same database and same var directory) but they use different
designs. While the administration siteaccess would most likely use the built in administration
design, the public siteaccess would use a custom design. The following illustration shows this
scenario.

(see figure 2.22)

ACCESS RULES

Match criteria Siteaccess
- www.example.com public
o | -
admin.example.com admin

SITE ACCESSES

public admin
N, /’
. Database: example Database: example
' Design: public Design: admin A

Var: example Var: example
[ [

/ \ .
K \ | —a

| ¥ % -
s
=
a
DATABASE DESIGNS VAR DIRECTORY a

Figure 2.22: Example of a setup with two siteaccesses.

A siteaccess is nothing more than a set of configuration files that override the default settings
when the siteaccess is used. A single eZ publish installation can virtually host an unlimited
number of sites by the way of siteaccesses. The configuration settings for a siteaccess are lo-
cated inside a dedicated subdirectory within the ”/settings/siteaccess” directory. The name of
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the subdirectory is the actual name of the siteaccess. (Please note that siteaccess name should
only contain letters, digits and underscores.) The following illustration shows a setup with two
siteaccesses: admin and public.

(see figure 2.23)

=11 eZ publish
=] settings
= [:l siteaccess
21 admin
[~ public

Figure 2.23: Siteaccess directory example.

When a siteaccess is in use, eZ publish reads the configuration files using the following sequence:

1. Default configuration settings (/settings/*.ini)
2. Siteaccess settings (/settings/siteaccess/[name_of siteaccess]/*.ini.append.php)

3. Global overrides (/settings/override/*.ini.append.php)

In other words, eZ publish will first read the default configuration settings. Secondly, it will
determine which siteaccess to use based on the rules that are defined in the global override for
“site.ini” (”/settings/override/site.ini.append.php”). When it knows which siteaccess to use, it
will go into the directory of that siteaccess and read the configuration files that belong to that
siteaccess. The settings of the siteaccess will override the default configuration settings. For ex-
ample, if the siteaccess uses a database called ”Amiga”, the system will see this and automatically
use the specified database when an incoming request is processed. Finally, eZ publish reads the
configuration files in the global override directory. The settings in the global override directory
will override all other settings. In other words, if a database called "CD32” is specified in the
global override for ”site.ini” then eZ publish will attempt to use that database regardless of what
is specified in the siteaccess settings. If a setting is not overridden by either the siteaccess or from
within a global override then the default setting will be used. The default settings are set by
the ini files located in the ”/settings” directory. The following figure illustrates how the system
reads the configuration files using the ”site.ini” file as an example. As already mentioned, settings
placed in the override files will be used instead of the default ones.

(see figure 2.24)
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DEFAULT /settings/site.ini

SITEACCESS OVERRIDE /settings/siteaccess/example/site.ini.append.php

GLOBAL OVERRIDE /settings/override/site.ini.append.php

Final site.ini settings

Figure 2.24: Configuration override example.
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2.4.2 Extension siteaccess settings

The extension siteaccess settings makes it possible to place siteaccess specific settings in the
extensions.

The directory structure must be as follows :
extension/<my_extension>/settings/siteaccess/<my siteaccess>/<file.ini.append.php>

Example:
extension/ezno/settings/siteaccess/ezno/override.ini.append.php :

<?php /*

[article_full_ezno]
Source=node/view/full.tpl
MatchFile=article/full.tpl
Match([class_identifier]=article
Subdir=templates

x/ 7>

Note:
All settings except debug settings and including/activating extensions can be set this way.
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2.4.3 Access methods

Based on a set of rules, eZ publish determines which siteaccess it should use every time it pro-
cesses an incoming request. The rules must be set up in the global override for the site.ini
configuration file: ”/settings/override/site.ini.append.php”. The behavior of the siteaccess sys-
tem is controlled by the "MatchOrder” setting within the [SiteAccessSettings] block. This setting
controls the way eZ publish interprets the incoming requests. There are three possible methods:

e URI
e Host

¢ Port

The following text gives a brief explanation of the different access methods. Please note that the
access methods can be combined. The documentation page of the "MatchOrder” (page 1729)
directive reveals how this can be done.

URI

This is the default setting for the "MatchOrder” directive. When the URI access method is used,
the name of the target siteaccess will be the first parameter that comes after the “index.php” part
of the requested URL. For example, the following URL will tell eZ publish to use the "admin”
siteaccess: http://www.example.com/index.php/admin. If another siteaccess by the name of
”public” exists, then it would be possible to reach it by pointing the browser to the following
address: http