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Introduction 

 

In cases where business applications have been built on open source databases, it may be 

necessary to connect other Windows applications, such as Microsoft Access or Excel, to these 

databases for reporting or business intelligence purposes.   

 

One potential application of this process is to use Excel as a front-end for data analysis.  Data 

can be pulled from views or tables and then further analyzed, graphed, and the like.  Even pivot 

tables can be used to create even more powerful reporting solutions. 

 

This how-to walks through this process using Excel as an example application.  Although in this 

example, the MySQL and PostgreSQL servers are running on Linux, the steps are no different if 

the software is running on Windows.  These steps are: 

1. Setting up authentication 

2. Installing the ODBC Drivers 

3. Configuring the data source 

4. Importing the data. 

Server Configuration:  Authentication Requirements 

 

Relational database management systems often store sensitive information and so require some 

sort of authentication and authorization in order allow data retrieval.  Before one can connect, 

one must make sure that the user account to be used exists and has appropriate permissions.  

Those who do not run their own servers can skip this section and expect their IT staff to be able 

to handle the appropriate user rights issues, but these steps are included for those who may not 

have that luxury.   

MySQL 

 

In MySQL, both the hostname and username are part of the user identifier, allowing for the same 

username to be used with different passwords and different rights from different client systems.   

Note that the GRANT command can implicitly create users.  The process of creating users via 

GRANT is not covered here because most databases separate user creation from access 

permissions management.  It is best to learn the most generally applicable processes. 

 

To create the user, connect to the database using the standard command-line client: 
bash$ mysql -u root 
 

Then create the user: 

 
mysql=> CREATE USER 'foo'@'%' IDENTIFIED BY 'bar'; 
 

This creates a user named 'foo' which is allowed to connect from all hosts, and has a password of 

'bar.'  Obviously, it is a good idea to use a stronger password. 
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To grant SELECT privileges (necessary for importing data into Excel), the next command would 

be: 

 
GRANT SELECT ON dbname.tablename TO foo; 
 

In the above example, dbname should be replaced with the name of your database and tablename 

should be replaced with the name of the table you want to grant the privileges on. 

 

Note that MySQL supports a non-standard use of GRANT [privilege] ON * to foo.  Although 

this is common on MySQL because of a traditional lack of role-level security (prior to 5.0), and 

the fact that it was used primarily on single-application databases.  This is not considered to be a 

good practice because it is easy to inadvertently grant unnecessary permissions this way.  

PostgreSQL 

 

PostgreSQL uses a system where the username  is unique to a server instance but where the 

client connection is passed through a host-based authentication layer in order to determine the 

appropriate authentication method.  To add the necessary access, it is necessary to edit the 

pg_hba.conf.  This file is found in the data directory when it is installed from source but many 

Linux distributions place it somewhere in /etc/.  Locating the file will be distribution-dependent. 

 

PostgreSQL supports a large number of internal authentication methods.  These include:  

 identd (usually identd sameuser) attempts to map the logged in user to the connection 

request.  This does not work properly on Windows, and is not safe over a network 

connection. 

 password passes the password in plain text over the network.  It is not recommended. 

 crypt uses the UNIX crypt hash algorithm for challenge/response authentication.  It is 

considered to be weaker than md5. 

 md5 creates a hash based on the password and log-in.  For password-protected access, 

this is the recommended means of authentication. 

 trust allows all connections without further asking for credentials.  While it is useful for 

data recovery, it is not recommended for production systems. 

 reject disallows all matching connections.   This is useful for preventing certain systems 

or networks from connecting. 

 pam passes the password in plain text over the network but authenticates the user as a 

system user on the host.  It  does not work properly on Windows, and is not generally 

recommended. 

 

Additionally, the following external means of authentication are supported but beyond the scope 

of this paper: 

 krb5 allows one to authenticate using Kerberos tickets. 

 ldap allows one to authenticate against an LDAP database.  Passwords are passed over 

the network in plain text. 
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If one wants to let the user 'foo' connect to all databases from any host but using md5 

authentication, you will want to add the following line to the end of the pg_hba.conf: 

 

#TYPE  DATABASE USER CIDR  METHOD 

host  all  foo 0.0.0.0/0 md5 

 

Once this has been made, the configuration can be reloaded by running the appropriate init script 

with the reload argument, by using pg_ctl reload from the command line, or by stopping and 

starting the service.  Novice users will probably want to use this last option because it is the 

simplest.  Each of these methods, though, may vary between distributions. 

 

Then, a user can be created either in a graphical administration tool such as pgAdmin III or from 

a command-line client such as psql.  If you use the command-line to create the user and give 

permission, the commands are: 

 

CREATE USER 'foo' WITH ENCRYPTED PASSWORD 'bar'; 

GRANT SELECT ON tablename TO 'foo'; 

Client Configuration I:  Downloading/Installing the Drivers 

 

The easiest way to connect the application to the database is to use the ODBC driver for that 

database.  The ODBC framework presents a consistent interface for a program like Excel to 

access the database, and these drivers connect the ODBC framework to the actual databases (in 

this case MySQL or PostgreSQL). 

 

The Drivers can be found at: 

 MySQL: http://dev.mysql.com/downloads/connector/odbc/3.51.html 

 PostgreSQL:  http://www.postgresql.org/ftp/odbc/versions/msi/ 

 

In both cases, the installation of these drivers on the Windows client is straight-forward and 

requires no more explanation. 

 

Vista users will note a pop-up warning from User Account Control but disabling it is not 

required for this installation. 

Client Configuration II:  Creating the Data Source Name (DSN) 

 

In order to pull the data from the database, we need to be able to connect to the database.  The 

Data source name (DSN) provides a way of storing the information necessary to make such a 

connection in Windows so that any application can use it.  This way, when we import the data in 

Excel, the program knows what server to connect to, what username and password to supply, and 

any other settings that are needed to make the data available. 

 

http://dev.mysql.com/downloads/connector/odbc/3.51.html
http://www.postgresql.org/ftp/odbc/versions/msi/
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If you are connecting to PostgreSQL, you can skip this stage for now and create your DSN 

through Microsoft Query.  MySQL, however, requires that the DSN be created in the ODBC data 

source administrator.  This tool is found in the control panel,   

 

In Classic View, it is found under "Administrative Tools."  In Vista's Category View, this folder 

is found under "System and Maintenance."  

 

A System DSN is accessible to the entire system, while a User DSN is limited to the user that 

creates it.   

PostgreSQL 

 

The PostgreSQL DSN creation screen is as follows: 

 

 
 

The fields are as as follows: 

 Data Source is the name of the data source.  Enter a value you can easily remember. 

 Database is the name of the database you wish to connect to 

 Server is the ip address or hostname of the server you want to connect to. 

 User Name is the username you want to authenticate as on the database. 

 Description can be used for notes to help you remember what a given connection was 

created for 

 SSL Mode specifies whether you want to use SSL when connecting to the database.  This 

can be useful in cases where the database connection is carrying confidential information 

across a public network. 
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 Port is the TCP port to connect to.  The default (5432) should be used unless you know 

otherwise. 

 Password is the password you want to use to log in. 

 

If you wish to test your credentials (highly recommended), you can click the "Test" button. 

MySQL 

Once you select the ODBC driver, a similar screen will pop up to help you through the 

connection process. 

 

 
 

The fields are as as follows: 

 Data Source Name is the name of the data source.  Enter a value you can easily 

remember. 
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 Description can be used for notes to help you remember what a given connection was 

created for 

 Database is the name of the database you wish to connect to 

 Server is the ip address or hostname of the server you want to connect to. 

 User is the username you want to authenticate as on the database. 

 Password is the password you want to use to log in. 

 

Importing the Data into Excel 

 

Different versions of Excel have subtly different user interfaces.  The directions here are 

expected to work on all currently supported Windows versions.  However, in some cases, the 

labels may vary slightly from what is noted here. 

 

These steps essentially take the components we have been working with (Excel, ODBC, and the 

database server) and connect them all together.  The final steps are to tell Excel to use the DSN 

to connect to the database server, what data to retrieve from the database, and what to do with 

that data. 

 

In the data menu, select "Get External Data" (Excel 2003 changes this to "Import External 

Data").  From the child menu, select "New Database Query."  The following screen will appear: 

 

 
 

Select the desired DSN and click OK.  Note that if you are using PostgreSQL, you can create a 

new user DSN in by selecting "<New Data Source>."  If you go this route, you will need to go 

through the steps outlined above in creating a new DSN.  I am not entirely sure why the MySQL 

driver does not support this behavior. 
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On the next step, you can select the tables and fields you want to return.   In this simple example, 

I only selected fields from one table. 
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In the next step, you can create filters.  This can be a useful way to limit the number of rows 

returned since Excel can only handle a little over 65,000 rows. 

 

 
 

One can also add ordering to the returned results.   This can help maintain the order when the 

data is refreshed.  
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At the end of the wizard, you have the option of returning the data to Excel.  If you select this 

option, the data will appear on the spreadsheet. 

 

 
 

Note that Excel does not provide access to real-time access to the data.  As data is modified in 

the database, Excel does not update the database.  If you want to see the most current data, you 

must use the Refresh Data item on the Data menu to pull the most recent information from the 

database. 

Final Thoughts 

 

The potential for this sort of connection goes well beyond the brief example given here.  More 

advanced uses may include access to database views, allowing greater amounts of data to be 

aggregated more quickly, and advanced features of Microsoft Query.  The combination of these 

two tools provide a quick reporting interface which is quite useful.  Furthermore, the same 

techniques can be used to use these database management systems as back-ends to Microsoft 

Access. 
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