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ABSTRACT

Resiliency of exascale systems has quickly become an im-
portant concern for the scientific community. Despite its
importance, still much remains to be determined regard-
ing how faults disseminate or at what rate do they impact
HPC applications. The understanding of where and how fast
faults propagate could lead to more efficient implementation
of application-driven error detection and recovery.

In this work, we propose a fault propagation framework
to analyze how faults propagate in MPI applications and
to understand their vulnerability to faults. We employ a
combination of compiler-level code transformation and in-
strumentation, along with a runtime checker. Using the in-
formation provided by our framework, we employ machine
learning technique to derive application fault propagation
models that can be used to estimate the number of cor-
rupted memory locations at runtime.

Categories and Subject Descriptors

B.8.1 [Performance and Reliability]: [Reliability, Test-
ing, and Fault-Tolerance|; C.4 [Computer Systems Or-
ganization]: Performance of Systems— Fault tolerance

Keywords

Fault Injection, Fault Propagation, Distributed Applications,
Soft Errors, Application Vulnerability, Resiliency

1. INTRODUCTION

Exascale systems promise to deliver 1000-fold more com-
puting capability than current petascale supercomputers.
New low-power and near-threshold voltage (NTV) technolo-
gies, along with higher temperature tolerance, may be em-
ployed in some systems to address the power challenges of
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exascale computing. Without additional mitigation actions,
these factors, combined with the sheer number of compo-
nents, will considerably increase the number of faults expe-
rienced during the execution of parallel applications, thereby
reducing the mean time to failure (MTTF) and the produc-
tivity of these systems. Moreover, power constraints will
limit the amount of energy and resources that can be dedi-
cated to detect and correct errors [31], thus silent data cor-
ruptions (SDCs) are expected to become more common. Fi-
nally, transistor device aging effects will amplify the signif-
icance of these conditions, further reducing the return of
investment of expensive exascale systems.

Despite the importance and the risks associated with SDCs,
there are limited studies that analyze the impact of transient
errors on high performance computing (HPC) applications
and how these errors propagate in the application data struc-
tures (application state) [10, 14, 17, 23, 27]. Generally, these
studies rely on statistical analysis of the application’s out-
puts performed by injecting faults in the application’s state
at random points during the execution. Although these
works provide important information on the vulnerability
of parallel applications, this “black-box” approach does not
provide insights on the impact of injected faults on the ap-
plication’s internal state. Thus, it becomes difficult to assess
the extent to which a fault has contaminated the applica-
tion’s data structures, the speed at which it propagates, or
which resilience mechanism to employ. In particular, the
analysis of the application’s output state does not distin-
guish cases in which the application’s state is corrupted even
if the final results are correct. This happens, for example,
if the acceptable residual error of a scientific simulation is
large enough to accommodate for the variance introduced
by a transient error. The outcome of the same execution
would be different with stricter error bounds.

We argue that without a comprehensive knowledge of how
transient errors propagate in the application’s state during
its execution, the results of a fault injection analysis may
be incomplete and inaccurate. This may lead to wrong re-
silient mechanism to be employed. In order to collect such
comprehensive knowledge, we propose a new fault propa-
gation framework that accurately tracks the propagation of
faults in distributed MPI applications. Our framework pro-
vides internal application’s vulnerability information beyond
what is generally provided by statistical analysis based on
output variation. Specifically, our fault propagation frame-



work provides information on the speed (i.e., how quickly a
fault propagates into a process state) and depth (i.e., how
many processes are affected) with which a fault propagates
throughout the execution of the application. This informa-
tion is essential to understand the impact of transient errors
in HPC applications and, thus, to select the most appropri-
ate resilience mechanism to employ. We believe that deeper
insights provided by our framework can expose vulnerabili-
ties in the application’s algorithm and implementation that
are oblivious to a “black-box” analysis.

Our framework consists of an LLVM-based instrumen-
tation component and a runtime checker that tracks the
propagation of faults into the application’s state. Although
conceptually straightforward, accurately tracking the prop-
agation of a fault requires a comprehensive and thorough
methodology along with properly-implemented tools. In
fact, the general assumption that the output of an instruc-
tion becomes corrupted, i.e., a fault propagates, if at least
one of the inputs is corrupted could lead to large overesti-
mation of the number of corrupted memory locations. To
avoid such overestimation and to precisely track faults in
a generic operation, we replicate the stream of instructions
to compute both the potentially corrupted outputs and the
pristine outputs. The former are the outputs of the instruc-
tions that may use input values corrupted by an injected
fault or contaminated by previous operands. The latter are
the outputs of instructions that only use non-contaminated
operands, which are not impacted by the error. At store
operations we compare the potentially-corrupted and the
pristine value to determine if a fault propagates to memory.

We use our new framework to analyze the impact of faults
in several commonly-used parallel applications from differ-
ent scientific domains, such as hydrodynamics and molecu-
lar dynamics, taken from various benchmark suites [1] and
DOE proxy applications [3]. We perform our tests on a
32-node cluster with a total of 1,024 cores. First, we show
that the outcomes of statistical analysis based on output
variation may lead to erroneous conclusions. For example,
we show that such “black-box” analysis would conclude that
faults injected in LULESH are masked in over 90% of the
cases. However, a deeper analysis reveals that the faults of-
ten propagate and may corrupt up to 25% of the application
memory state. Second, we show that, given the iterative na-
ture of most HPC applications, faults propagate linearly into
the application’s states. We then employ machine learning
techniques to derive application fault propagation models
that can be used to estimate the number of corrupted mem-
ory locations, once a fault is detected. These models can be
used to estimate the number of corrupted memory locations
and to understand if a roll-back to a previous checkpoint
should be triggered. From the fault propagation models, we
extract the fault propagation speed (FPS) factor, a mea-
sure that indicates how quickly a transient error propagates
into the application’s state. We argue that the FPS is an
insightful metric to express the vulnerability of HPC appli-
cations and can be combined with architectural vulnerability
metrics [32, 36] to assess the system resilience. Finally, we
measure the extent to which transient errors propagate to
MPI processes through message passing.

In summary, this paper makes the following contributions:

e We propose a novel fault propagation framework that
accurately tracks faults within a process and across
MPI processes. To the best of our knowledge, our work

is the first to provide detailed information about fault
propagation in distributed MPI applications.

e We show that, without a comprehensive fault propa-
gation analysis, the conclusions driven from statistical
output variation analysis may be inaccurate.

e We derive application fault propagation models and
compute the fault propagation speed factors.

The rest of this paper is organized as follows: Section 2 de-
scribes the fault model. Section 3 describes our fault propa-
gation framework. Section 4 shows our experimental results.
Section 5 describes our fault propagation models. Section 6
analyzes previous work. Section 7 presents the conclusions.

2. FAULT MODEL

Large supercomputers are mainly built out of commod-
ity off-the-shelf (COTS) components [2]. Although COTS
components may be fairly reliable, for example the MTTF
of a single memory module with double-bit error-correction
capability is over 100 years [16], the sheer number of com-
ponents assembled in current supercomputers dramatically
reduces the net MTTF to a few days. For exascale systems,
the expected MTTF is in the order of hours [22]. Faults
occur at hardware level as the result of physical phenom-
ena such as exposure to alpha particles, transient timing
violations, or localized temperature variations. Generally,
faults are categorized into two main categories: hard and
soft faults. Hard faults are either permanent or intermittent;
they are typically the result of aging effects or malfunction-
ing devices. Soft faults are transient faults typically caused
by environmental conditions, such as radiation effects [13],
that manifest in the form of bit flips. With the development
of NTV technology [15] and the need for higher temperature
tolerance required to achieve exascale efficiency [22], tran-
sient errors are becoming predominant. This work focuses
on transient faults that escape hardware correction and de-
tection and that propagate to the architectural state of the
processor. We analyze the characteristics of how such faults
propagate through the application’s memory state. Tran-
sient errors may occur any time during the execution of an
application and can result in a variety of outcomes. We
extend previously proposed classification [5, 13, 40, 41] for
HPC systems and classify the experiment outcomes in the
following categories:

Vanished (V): Faults are masked at the processor-
level and do not propagate to memory, thus the appli-
cation produces correct outputs and the entire internal
memory’s state is correct.

Output Not Affected (ONA): Faults propagate to
the application’s memory state, but the final results
of the computation are still within the acceptable er-
ror margins and the application terminates within the
number of iterations executed in fault-free runs.

‘Wrong Output (WO): Faults propagate through the
application’s state and corrupt the final output. The
application may take longer to terminate.

Prolonged execution (PEX): Some applications may
be able to tolerate corrupted memory states and still
produce correct results by performing extra work to



refine the current solution. These applications provide
some form of inherent fault tolerance in their algo-
rithms, though at the cost of delaying the output.

Crashed (C): Finally, faults can induce application
crashes. We consider “hangs”, i.e., the cases in which
the application does not terminate, in this class.

Compared to previous classification, SDCs are identified as
ONA, WO and, PEX, depending on their effects on the ap-
plication’s state and output. Analysis based on output vari-
ation, such as fault injection analysis, cannot distinguish
V from ONA, thus we introduce the class Correct Output
(CO) to indicate the sum of V and ONA when the applica-
tion produces correct results within the expected execution
time. Correct results with longer executions are in PEX.

Given that exascale machines do not yet exist and that
analyzing real faults on current systems would require long
periods of time, thus, in this paper, we follow a methodol-
ogy compatible with previous work and perform accelerated
fault injection [23, 42]. This approach allows us to perform
a large number of tests in a relatively short time and explore
a considerable part of the application code and result space.
We randomly inject single-bit flips at the register-level dur-
ing the execution of an application. The faults are injected
into the source register of both arithmetic and load/store
operations, which is the most accurate high-level error in-
jection model [13], besides circuit-level fault injection. Since
our target is to understand the vulnerability of HPC appli-
cations, we only inject faults in the application source code
but not in the MPI and system libraries.

Our primary goal in this work is to analyze the vulnerabil-
ity and sensitivity of HPC applications to transient errors.
It must be remarked that this information alone will not pro-
vide a comprehensive understanding of the resilience of the
entire system. Our analysis focuses on what happens after
a fault, undetected by the hardware, contaminates the pro-
cessor registers. We refer to previous work on understand-
ing how transient errors occurring at circuit level eventually
propagate to architectural level [13, 36]. In order to assess
the resilience of the entire system (hardware and applica-
tion), the user needs to combine the expected hardware fail-
ure in time (FIT) rate with the information provided in this
work. Our work is complementary to the resiliency studies
of hardware systems [4, 5, 24, 32, 36] and is essential to
understand the resilience of the entire system. As we will
explain in Section 6, our work is similar to the program vul-
nerability factor (PVF) [39] and the data vulnerability factor
(DVF) [43], in that it examines the application’s sensitivity
to faults. However, our fault model considers both architec-
tural level, i.e., how faults propagate in processor registers,
not considered by DVF metric, and the MPI communication
level, i.e., how faults propagate among MPI processes, not
considered by PVF metric.

3. FAULT PROPAGATION FRAMEWORK

This section describes our fault propagation framework
for MPI applications. The framework consists of the fault
injection and the fault propagation modules.

3.1 Fault Injection

To understand the propagation of faults in parallel HPC
applications we need to inject faults into the application’s

state. Since we target large parallel applications running
on a cluster of nodes and fault injection at the circuit level
is prohibitively slow and would limit the exploration space,
in this work we opted for accelerated software fault injec-
tion [13]. We also opted for a compiler-level fault injection
strategy because we assume that undetected transient er-
rors will propagate to processor register or functional units
but may be masked at processor level before contaminating
memory locations. Software fault injection tools based on
binary instrumentation, such as [23], instead, directly inject
faults into memory locations. Previous work showed that
this form of fault injection may inaccurately model tran-
sient errors occurring in the hardware [13, 31]. Moreover,
injecting faults directly into the application memory state
has an impact when assessing the resilience of a system. In
fact, it is not possible to use the architectural FIT rate, usu-
ally known, but the user needs to estimate an application-
specific FIT rate that takes into account faults masked at
architectural level and that have not propagated to the ap-
plication’s memory state. Previous work [5] showed that the
application-specific FIT rate is a dominating factor when
assessing overall system resilience and it is not trivial to es-
timate. Injecting faults at register level, on the other hand,
still allows us to use the micro-architectural FIT rate to
evaluate the resilience of a system.

To inject faults at processor level we use LLFI [42], an
LLVM-based fault injection tool that injects faults into the
LLVM Intermediate Representation (IR) of the application
source code. LLFT injects a single fault into live register
at every run of a sequential application in specific program
points, which allows the user to track the effects of the fault
back to the source code. We extend LLFI in two directions:
First, we add the necessary support to inject faults in mul-
tiple MPI processes at different times during the execution.
Second, we extend LLFI to inject zero or more faults into
each MPI process during each execution of the application.
This means that only some MPI processes may experience
direct (injected) faults, while others may experience indirect
faults caused by receiving messages containing errors. In
the rest of this work, we refer to LLFI++ as the extended
version of LLFI for MPI applications. Using LLFI as our
software fault injector has its drawbacks. First, faults are
only injected into live registers, which limits our fault model
to transient errors occurring during an instruction’s opera-
tion, e.g., flip-flop errors in execution units. As shown in
Section 4.3, this has an impact on the percentage of van-
ished faults. Second, as other software fault injectors, LLFI
does not inject faults into non-programmable registers.

3.2 Fault Propagation

Once an error occurs in a hardware register, it might prop-
agate and contaminate other registers or memory locations
in the address space of same process or, in case of distributed
parallel applications, in the address space of other processes.
Understanding the speed (in terms of time) and depth (in
terms of number of contaminated processes) at which a fault
propagates is essential to understand the vulnerability of an
application to faults.

Figure 1 shows an example of how an injected fault may
propagate and contaminate a large part of the memory state
of an application. The example in Figure 1 is an iterative
Matrix-Vector multiplication program that, at each itera-
tion, performs Ax; = b;, where A is a constant input matrix,



Iteration 0 Iteration 1 Iteration 2

12 3 4| 1] |23 1 2 3 4| |23 [232 1 2 3 4| |208| |2436
42 3 12| 17 4 2 3 1||17|_[226 4 2 3 1[,/220|_|2412
2 4 3 3172|725 2 4 3 3|"|25|264 2 4 3 3|7246[|2880
112 6| 3 |25 11 2 6| |25 [240 1 1 2 6||166| |2426
(a) Without fault injected
Iteration 0 Iteration 1 Iteration 2
12 3 4 |1| (23 1 2 3 4| (23] (184 1 2 3 4| |184] |1760
423 12 17 4 2 3 1| [17|_|214] 4 2 3 1|,J214| |1964
2 4 3 3[72| |25 2 4 3 3|25/ |228 2 4 3 3|"|228| |2256
11 2@ 3 [13 11 2 2| [13] [116] 1 1 2 2| |116] |1086
S =

(b) With fault injected

Figure 1: Fault propagation in Matrix-Vector multiplication.

Table 1: Assume a and b to be 8-bit values and initially
a =19 (00010011) and b = 5 (00000101) and that the second
least significant bit of a flips from 1 to 0.

[N]Op [ Result (b) [ Faulty Result (b’) [ Cont.? |
1 b=a-+5 24 22 Yes
2 b=13 13 13 No
3|b=a>>1 9 8 | Yes
4 b=a>>2 4 4 No

Z; = b;—1 is the input vector (zo = [1 2 2 3]is a pro-

gram input) and b; is the iteration output. Figure la shows
three iterations of the program when no fault is injected.
Let’s now assume that, during the execution of iteration 0,
a fault occurs and the third least significant bit of A[3, 3]
flips from 1 to 0, inducing a change of value in A[3, 3] from
6 to 2. The corrupted value in A is then used to compute
bo[3] which, in turn, becomes corrupted. Since by is used as
input vector in iteration 1, the fault keeps propagating and
corrupting other values in the application’s state. As shown
in Figure 1b, in three iterations one single bit flip contami-
nates 37.5% of the application’s memory state, 100% of the
application’s output state by and 100% of the read/write
state z2 and bs. In fact, in just two iterations, 25% of the
application’s state, 100% of the output state and 62.5% of
the read /write state have already been corrupted. This rudi-
mentary example shows how quickly a fault can propagate
and contaminate part of the application’s state and outputs.

The fault propagation module (FPM) for MPI applica-
tions tracks the fault injected by LLFI4++ into a register
as it progressively contaminates the application’s memory
state. The FPM consists of two components: a compiler-
level translation/instrumentation and a runtime checker/
tracker. This double-approach is necessary because accu-
rately tracking faults on real applications running on dis-
tributed systems is not as simple as it may appear at first.
Many false positives may produce inaccurate results and
lead to erroneous conclusions. Table 1 shows several ex-
amples in which the propagation of a fault depends on the
particular operation and the operands involved. As Table 1
shows, whether or not the fault introduced in a propagates to
b depends on the subsequent operations performed on both
a and b. Understanding whether a fault propagates with a
pure compiler-level tool is complicated, thus we integrate it
with a runtime checker/tracker. Table 1 shows that a fault
propagates only if the output of an operation diverges from
its equivalent output when all inputs are pristine. We use
this observation to understand, at runtime, how fault prop-
agates into the application memory state. This means that
we need to compute both the potentially-corrupted results

r4 = add\r2,r3 rdp =‘add r2p,r3p

st rd4,c

Figure 2: Primary and secondary chain of instruction for
the statement ¢ = 2%a + b.

of an operation (b in Table 1), computed with inputs that
might have been contaminated, and the pristine results of
the same operation (b' in Table 1), computed with inputs
that have not been contaminated. The instructions that
contain potentially-corrupted results are part of the Primary
Chain of instructions, i.e., the original program instructions
chain augmented with LLFI++ fault injection instrumenta-
tion, while the replicated original program instructions are
part of the Secondary Chain, as shown in Figure 2. The
pristine values associated with corrupted memory locations
are stored in a hash-table structure in the FPM runtime.
The FPM translation and instrumentation of the state-
ment ¢ = 2*a + b is depicted in Figure 3. Figure 3a shows
an LLVM-like intermediate representation of the code. The
program loads two input values from addresses a and b and
stores the final result at the address c. Figure 3b shows
the first step (fault injection): the code is instrumented
with fault injection functions (fim_inj(x) at lines 3, 5, and
6).! At runtime, the fim_inj(x) function checks if a fault
should be injected and eventually flips a random bit in reg-
ister x (hence the term “potentially-corrupted”). The result
is a potentially-corrupted value stored in register xf, which
will then be used in the primary chain of instructions. The
second step (fault propagation) produces the code shown
in Figure 3c. All arithmetic instructions are replicated by
the source-to-source translator (lines 7 and 11). Hence, the
original instructions in the primary chain use potentially-
corrupted registers (rif, r2f, r3, r3f, and r4), whereas, the
replicated instructions in the secondary chain use pristine
registers (rip, r2p, r3p, and rdp). Load and store opera-
tions are instrumented with runtime functions as follows: at
each load operation the runtime system checks whether the
target memory location has been previously contaminated
and, if so, also fetches the pristine value for that memory
location (fpm_fetch() at lines 2 and 4 in Figure 3c and also
the red dashed lines in Figure 2). If the target memory
location has not been contaminated, the fpm_fetch() re-
turns the same value for both the potentially-corrupted and
the pristine registers. Store instructions are instrumented
to compare the potentially-corrupted value that has to be
stored in memory to the corresponding pristine value com-
puted by the secondary chain of instruction (fpm_store () at
line 13). If the two values differ, the runtime checkers adds
the memory location address to the list of memory locations
contaminated and stores its pristine value (this value will be

In this example, LLFI++ instruments only arithmetic op-
erations, but other class of instructions can be considered.



1: rl = 1d a l1: r1 = 1d a 1: rl = 1d a
2: r2 =1d b 2: r2 =1d b 2: rlp = fpm fetch(a)
3: r3 = mul rl, 2 3: rlf = fim inj(rl) 3: r2 = 1d b
4: r4 = add r2, r3 4: r3 = mul rlf, 2 4: r2p = fpm fetch(b)
5: st r4, c 5: r2f = fim inj(r2) 5: r1f = fim inj(rl)
6: r3f = fim inj(r3) 6: r3 = mul rlf, 2
7: r4 = add r2f, r3f 7: r3p = mul rlp, 2
8: st r4, c 8: r2f = fim inj(r2)
9: r3f = fim inj(r3)
10: r4 = add r2f, r3f
11: r4p = add r2p, r3p
12: st r4, c
13: fpm store(r4,r4dp,c)
(a) LLVM IR (b) LLFI4++ code (c) FPM code

Figure 3: FPM transformation and instrumentation of the
statement ¢ = 2*a + b.

fetched from the next load instructions). Notice, we do not
need to compare the potentially-corrupted and the pristine
value produced by every single instruction but only when a
value is stored to memory. In other words, we maintain a lo-
cal representation of both potentially-corrupted and pristine
registers until the final result is stored to memory.

In the following, we analyze the main challenges.

Store addresses: In the example in Figure 3, transient er-
rors are only injected into registers that contains variables’
values. However, instructions can also manipulate addresses
and use registers to indirectly access memory. A fault propa-
gating to a register that contains a memory address which is
used by a store operation produces a duplicate effect. First,
the actual memory location modified becomes corrupted be-
cause the address used by the store was not supposed to be
written. Second, the memory location that was supposed to
be written is not modified, hence contains a corrupted value.
Consider the following instrumented code:

rif = fim_inj(rl)

st 5, (rif)

if a fault is injected in r1 (thus, r1 !'= rif), the value 5 is
written to a memory location rif that was not supposed to
be written and becomes corrupted. To record this contami-
nation, the FPM runtime adds the pair <rif,x> to the run-
time hash-table, where x is the original value of rif before
the store. The memory location r1 was supposed to contain
the value 5 after the store but it has not been overwritten,
thus FPM also adds the pair <r1,5> to the hash-table.

Function Calls: The input parameters passed to a func-
tion may be contaminated by a previously injected fault and
affect the result computed and returned by the function. For
pure functions it would be enough to execute the function
twice, once with the potentially-corrupted input parameters
and once with the corresponding pristine values. The former
case would produce a potentially-corrupted output while the
latter a pristine output. We use this approach for library
function calls (such as sin() from the math library). How-
ever, in general, a function may also access global variables
during their execution. This means that a generic function
could contaminate a much larger application state than the
returned value. To address this issue, we follow the same
dual-chain approach described previously, but we also mod-
ify the description of each function to accommodate one ex-
tra parameter (the pristine value) for each input parameter.
Moreover, we modified the exit point to return a struct that

HT P1 : HT P2
ai[Pvall
az2[pPval2

# cont. loc.
dl__ [pvall
d2 |Pval2

¥ cont. loc.
di___ [pvall
Header d2__ [pval2

al . B1
MPT Cbmm.

original
msg

a2 : B2

Address space of
MPI process Pl

Address space of
MPI process P2

Figure 4: MPI message handling.

consists of two values, the potentially-corrupted computed
by the primary chain and the pristine value computed by
the secondary chain of instructions. Finally, additional code
is inserted to properly retrieve the pristine values associated
to each input parameter and to store the pristine result.
Some functions, such as memory management or I/O op-
erations, impact the address space structure or the interac-
tion with the external world. We do not replicate them to
avoid side effects, such as output values printed twice.

MPI communications: A fault can propagate from the
address space of an MPI process P1 to the address space of
another MPI process P2 if P1 sends a message to P2 con-
taining contaminated data. Neither the sender nor the re-
ceiver process have enough information to accurately track
the propagation of faults through inter-process communica-
tion. The main problem is that a contaminated memory
location in the virtual address space of the sender may be
stored in a completely different memory location in the vir-
tual address space of the receiver. Since neither the sender
nor the receiver has access to each other’s address space, we
embed extra information about the contaminated data in
the message together with the message itself.

Figure 4 illustrates our approach in detail: Assume that
an MPI process P1 sends a message msg to a destination
process P2. In the address space of the sender process msg
is stored at address «, while in the address space of the des-
tination process the message will be copied to address f,
which, in general, is different from «. Also assume that N
memory locations in msg are contaminated and that their
pristine values are stored in the FPM hash-table in the ad-
dress space of P1, HT1. Given that o # [, we cannot use
the addresses of the two contaminated memory locations in
the address space of P1 (al and a2) to derive the addresses
of the memory locations in the address space of P2 (81 and
B2). We use the displacements with respect to the begin-
ning of the msg, which remains constant regardless of the
initial address at which the msg is stored, to communicate
to the receiver which memory locations are contaminated
in the message. Before sending the message, the FPM run-
time routine intercepts the MPI communication functions
and analyzes the message. For each contaminated memory
location, FPM computes the displacement with respect to
the initial address « of the original message and retrieves
the corresponding pristine values from the hash table. FPM
then adds an extra header to the original msg, containing the
number of memory locations contaminated in the message
and one record <displacement,pristine value> for each
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Figure 5: Fault injection coverage. Faults are injected uni-
formly throughout the execution of LULESH.

contaminated memory location. On the receiver side, the
destination process extracts the header and uses the first
entry to determine how many contaminated memory loca-
tions are present in the message. The receiver then extracts
the original message msg and stores it at address 8. At this
point, the displacements in each record in the header are
used to compute the addresses of the contaminated memory
locations in the destination address space. Finally, the FPM
runtime on the receiver side adds the addresses of the con-
taminated memory locations and their corresponding pris-
tine values to the HT2 in its address space.

4. EXPERIMENTAL RESULTS

In this section, we analyze the impact of faults in impor-
tant HPC applications and how faults propagate into the
applications’ state. We performed our experiments on a 32-
node cluster equipped with two AMD Interlagos [8] 16-core
sockets, for a total of 32 cores per node and 1,024 cores
per system. We selected several applications from different
benchmark suites: LULESH2 [20] from the ASCR Exascale
Co-Design Center [3], LAMMPS [33], AMG2013 and MCB
from the CORAL program [1], and miniF'E from the DOE
proxy applications. All applications are compiled with LLVM
version 3.4, which internally use GNU gcc 4.8.2, and OpenMPI
1.7.4. All applications use their default input set.

4.1 Fault Injection Coverage

First we analyze the coverage of our fault injection tech-
nique. Ideally, we would like to analyze how faults propagate
in the application’s memory state when injecting faults at
every cycle. This approach, however, is impractical for large
applications such as the ones tested in this work. Herein
statistical fault injection is performed and therefore it is im-
portant to verify that we uniformly inject faults throughout
the execution of the applications. Figure 5 shows that, in-
deed, we inject faults uniformly during the application exe-
cution. The Figure shows the results of 5,000 injections for
LULESH :? the x-axis represents time in cycles divided into
500 bins. The bars represent the number of faults injected
in each bin and the red line represents an ideal uniform dis-
tribution. As evident in the plot, the actual distribution of
injected faults closely matches the ideal uniform distribu-
tion. We also verified the approximation of an ideal uniform
distribution through 2 tests.

2The plots for the other applications follow the same struc-
ture and we omit them because of space constraints.
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Figure 6: Outcome of fault injection with single fault into a
single MPI process.

4.2 Fault Injection Analysis

In our second set of experiments, we analyze the impact
of injecting random transient errors into registers. These
experiments are similar to the “black box” approaches fol-
lowed in previous work [23, 37, 42] and are based on the
analysis of the application’s output variation. We run each
application 5,000 times and we inject a single fault in each
execution into a randomly selected MPI process. In these
experiments, we inject faults into registers utilized by arith-
metic operations, but other kind of instructions can also be
targeted by LLFI++. The application output is considered
corrupted (WO) if it differs significantly from the fault-free
execution (we use a 5% tolerance) or if the application itself
reports results outside of the error boundaries.

Figure 6 reports the observed results. From the results,
LULESH appears as a robust application with over 90% of
cases resulting in correct results and no performance penal-
ties. Only less than 10% of the executions result in crashes
and less than 5% of the experiments produce wrong results.
On the other extreme, LAMMPS appears to be the most
vulnerable application: about 20% of the experiments re-
sult in crashes and in 40% of cases the result is corrupted by
a single-bit fault (WO). Whereas, the final results are cor-
rect in only 40% of the experiments. MCB shows a behavior
similar to LAMMPS, though 60% of experiments show cor-
rect results. For miniF'E, we notice a considerable number
of cases that produce a correct result, but take more time
to converge to an acceptable solution (PEX). These are in-
teresting cases, as they expose a particular characteristic of
scientific applications that is not necessarily present in other
domains: the user could trade-off the accuracy and correct-
ness of the computed solution for performance. We believe
that these kind of trade-offs will be more important in the
exascale era, when SDCs will be more common. The crashes
we observed are mainly due to bit flips in pointers that cause
the applications to access a part of the address space that
has not been allocated. For LULESH, we notice that some
of the crashes occur because of an internal check on the par-
tial result: if the energy computed at time step ¢ is outside
of the acceptable boundary, the application aborts the exe-
cution calling MPI_Abort () routine. This may explain why
we observed a limited number of WO cases.

4.3 Fault Propagation Analysis

Statistical analysis of the vulnerability of parallel applica-
tions based on output variation provides useful high-level in-
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Figure 7: Fault propagation profiles. In these experiments we randomly inject a single fault per run into a randomly selected
MPI process. Figure 7f shows the percentage of memory locations contaminated at the end of each applications (max).

formation but does not provide insights on the application’s
memory state. In this section, we examine how injected
faults propagate and their characteristics. In particular, we
are interested to discover how fast and with which profile
faults propagate in the memory space of an MPI process
(propagation speed) and how many MPI processes are con-
taminated (propagation depth). As in the previous set of
experiments, we run each application 5,000 times and we
inject a single fault per run. Since, it is not possible to show
all the graphs, we selected representative fault propagation
profiles for each application in Figure 7. We will show how
to use the findings of these experiments in the next section.
Already, the few cases plotted highlight the importance of
the applications’ structure and algorithm in the propagation
of faults. As reported in the previous section, we notice that
crashes generally occur immediately or in proximity of the
injected fault, thus we do not report these cases in Figure 7.
The plots in Figure 7 report two cases for each of the three
remaining classes (CO, WO, and PEX), whenever possible.
We also report the maximum percentage of contaminated
memory state separately in Figure 7f.

We notice that the iterative nature of these scientific ap-
plications produces a deep contamination of their memory
state. When faults contaminate the velocity or position of
a particle P, the interaction of P with other particles and
the forces induced on the latter by P will produce wrong
movement or energy charges. The particles affected by P
will also be contaminated and the process will repeat expo-
nentially in the next time steps. Eventually, given enough
iterations, all the memory state can become contaminated.
In the following, we analyze each application separately.

Figure 7a shows how faults propagate in LULESH [20],
a shock hydrodynamics proxy application developed by the
ASCR ExMatEx Exascale Co-Design Center to model nu-

merical algorithms, data motion, and programming style of
typical scientific applications. The application solves a sim-
ple Sedov blast problem with analytical answers. As de-
picted in the plots, injected faults progressively propagate
into the application’s state. This is the result of the itera-
tive structure of the application wherein the results of a time
step i (speed and position of the fluid) are used as input of
time step ¢ + 1. With a closer look at the graph, it is pos-
sible to identify the time steps. Within each time step the
number of contaminated memory locations remains roughly
constant while between one time step and the next the num-
ber of contaminated memory locations increases. Figure 7a
also shows that the propagation of faults follow the same
trend in all cases, regardless of the correctness of the final
output or if the application takes longer to converge.
LAMMPS [33] is a molecular dynamics code that models
an ensemble of particles in a liquid, solid, or gaseous state.
The application computes Newton’s equations of motion for
system of interacting particles and can model atomic, poly-
meric, biological, metallic, granular, and coarse-grained sys-
tems using a variety of force fields and boundary condi-
tions. We solve the Cu metallic solid with embedded atom
method (EAM) potential which involves the dynamics of
32,000 atoms for 100 time steps. Figure 7d shows that faults
injected in the application progressively propagate through
the memory state at every time step. A fault that corrupts
the velocity or the position of a molecule at time step 7 will
induce wrong forces to the adjacent molecules at time step
i+ 1. Within 100 time steps, more than half of the memory
state becomes contaminated (see Figure 7f), which results
in more than half the case of corrupted results in Figure 6.
An interesting case is represented by the lower profile in Fig-
ures 7d. In this case, the injected fault corrupted a static
data structure that is not used during the computation, thus



the fault does not propagate to the rest of the application’s
memory state. Note that this case was not identified in the
previous experiments based on output variation analysis.
miniFE is a DOE proxy application that implements sev-
eral kernels representative of implicit finite-element appli-
cations. In particular, the application assembles a sparse
linear-system from the steady-state conduction equation on
a brick-shaped problem domain of linear 8-node hex ele-
ments. Next, miniF'E solves the linear-system using a simple

unpreconditioned conjugate-gradient (CG) algorithm and com-

pares the computed solution to an analytical model for steady-
state temperature in a cube. Figure 7c presents fault propa-
gation profiles for miniF'E. We can distinguish in the graph
the assembly of the linear system in the first part (which
mainly consists of scattering element-operators into sparse
matrix and vector) from the CG solving phase (sparse matrix-
vector products). Faults injected in the initialization quickly
propagate and contaminate the sparse matrix and vector (as
in the dense example in Figure 1) and, reach a steady state
maintained in the solving phase. Faults injected in the solv-
ing phase quickly reach a steady state. As we can see from
the graph, the two cases with wrong results cause different
behaviors: for the left-most case, the internal check on the
sparse matrix and vector fails and the application aborts be-
fore starting the solving phase. In the right-most case, the
application does not converge and terminates after reaching
the maximum number of iterations. Given the sparsity of
the matrix and vector, even a small percentage of contami-
nated memory locations (see Figure 7f) can lead to corrupted
results or prolonged executions.

AMG2013 [19] is a parallel algebraic multi-grid solver for
linear systems arising from 3-D problems on unstructured
grids. The communications and computations patterns ex-
hibit the surface-to-volume relationship. We use the default
problem, a 3-D Laplace type problem on an unstructured do-
main with an anisotropy in one part. The fault propagation
results for AMG2013 are shown in Figure 7b. The applica-
tion performs three different phases that can be identified
in the figure, especially when the fault is injected early dur-
ing the execution of the application: Initialization, Setup
of the conjugate gradient pre-conditioner and the Solving
phase. A close look at the data reveals that faults injected
in the early initialization phase propagates slowly at first
and then ramps up when starting the setup phase. During
the setup, the amount of memory location contaminated re-
mains roughly constant, which indicates that the unstruc-
tured grid becomes quickly and completely contaminated.
Finally, in the solving phase, AMG2013 allocates the data
structures required to solve the Laplace problem: as we can
see from the graph, faults quickly propagate in the memory
state of the application contaminating more memory loca-
tions at every iteration of the solver. In two cases, the fault
injected contaminates data structures not involved in the
solving phase. In these cases, the amount of contaminated
memory locations remains stable at the value reached during
the setup phase.

MCB models the solution of a simple heuristic transport
equation using a Monte Carlo technique. The application
employs typical features of Monte Carlo algorithms such as
particle creation, particle tracking, tallying particle infor-
mation, and particle destruction. The heuristic transport
equation models the behavior of particles that are born,
travel with a constant velocity, scatter, and are absorbed.
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Figure 8: This graph shows how an injected fault propagates
across different MPI processes for LULESH and miniFE.

MCB achieves parallelism through domain decomposition
of the physical space and threading. When particles hit the
boundary of a domain, they are buffered and then sent using
a non-blocking MPI call to the processor simulating the do-
main on the other side of the boundary. Figure 7e shows the
typical fault propagation profile that we have seen for other
iterative applications. Faults propagate from one particle to
the other during their movement and from one MPI process
to another when a particle move across domains. Interest-
ingly, even late-injected fault can still corrupt the output.

Propagation through MPI processes: We now analyze
how faults propagate across different MPI processes. As we
explained earlier, we inject a single fault into a randomly
selected MPI process. However, that process may send con-
taminated data to other MPI processes and, thus, corrupt
their address space. Figure 8 shows two examples, LULESH
and miniFE, in which an initial fault injected at a certain
time X into MPI process 4 and 6, respectively, propagates
and contaminates all other MPI processes. For LULESH
faults propagate immediately to all other MPI processes and
spreads very quickly, as MPI exchange data at the end of an
iteration. For miniFE, instead, the fault does not propagate
until very late in the execution, but then spreads quickly to
all other MPI processes.

Categorization Based on Fault Propagation: The re-
sults presented in Figure 6 and 7 are somehow contradic-
tory. Figure 6 shows that the tested applications can tol-
erate the presence of faults during their execution and still
produce correct results. For example, in 90% of the cases
LULESH produces correct results in the presence of a ran-
domly injected fault. Following this data, the user could de-
cide to employ a light-weight resilience mechanism to protect
LULESH, given the relatively robust nature of the applica-
tion. In reality, however, the application is quite sensitive to
transient errors, as LULESH’s memory state might be cor-
rupted even when the final output is correct (Figure 7). This
observation holds for the other applications as well. This
means that only using the results of fault injection experi-
ments may lead to incorrect conclusions and the deployment
of resilience mechanisms that are not adequate.

Using our fault propagation framework, we are able to dis-
tinguish cases in which transient errors propagate through
the application’s memory state from the cases in which a
fault is masked at processor level before contaminating any
memory location. We analyzed the breakdown of the CO



Table 2: Fault propagation speed factors.

[App. ]| LULESH | LAMMPS | MOCB | AMG2013 | miniFE |
FPS ” 0.0147 | 0.0025 | 0.0562 | 0.0144 | 0.0035 |

SDev 1.48E-4 0.96E-4 | 26.7E-4 6.82E-4 | 2.89E-4

cases in Figure 6 and divide it into two categories: Vanished
and ONA. A deeper analysis of the internal propagation of
faults reveals that most cases (over 98%) identified as CO in
Section 4.2 present corrupted memory states. The number
of cases in which faults are masked at processor level before
propagating to memory is surprisingly low. We believe that
this may be due to the fact that LLFT injects faults into live
registers and that these faults have a higher probability of
propagating to memory than faults injected into dormant
registers. Previous work has also identified similar discrep-
ancies between circuit- and register-level fault injection [13].
Nevertheless, these results show that it would be dangerous
to assume that the tested applications can tolerate the pres-
ence of faults while, in reality, they may produce incorrect
results in a slightly different execution context.

5. FAULT PROPAGATION MODELING

In Section 4.3, we observed that faults generally propa-
gate linearly in the application’s state during the execution.
In this section, we use this observation to build a fault prop-
agation model that can be used to estimate the number of
corrupted memory locations (CMLs) at a time ¢, once a fault
is detected at time ¢y. From the graphs in Figure 7, it is ev-
ident that each fault propagation profile can be expressed as
a function of the execution time with a piece-wise equation
that is linear in the first sub-domain and constant in the
second. The linear part of the profile is the most interest-
ing because the different profiles characterize the sensitivity
of the applications to faults. We employ machine learning
techniques to derive a generic close form of the fault prop-
agation profile. For each experiment, we can express the
specific fault propagation profile as

CML(t)=a-t+b (1)

where t is the time during the execution, a expresses how
quickly a fault propagates in terms of memory locations cor-
rupted per second, and b indicates the time ¢; where the
fault occurs. We employed standard validation techniques
to verify the accuracy of each model. Our results show that
the errors are within 0.5% of the actual CML values. The
value of b in a particular execution can be derived from the
time ¢; in which the fault occurs.?

b= —a-ty (2)

By applying machine learning techniques to each fault prop-
agation experiment, we obtain a family of linear functions. If
we abstract from the time ¢y where a fault is injected, hence
b, we can compute the fault propagation speed (FPS) factor
for each application as the average of the a factors from each
model. The FPS expresses the rate at which transient er-
rors propagate into the application’s state. The metric can
be used operatively to estimate the number of CMLs within

3We assume that the fault is detected when it occurs. In
reality, there might be a delay between the occurrence and
the detection of the fault At that needs to be taken into
account in the computation of b.

a time interval (¢1,t2), even if the exact time at which the
transient error occurred, ty, is not known. For example, as-
sume that no fault was detected at time ¢; and that a fault
is detected at time t2. The application FPS can then be
used to estimate the maximum number of CMLs, as:

max(CML(tl,tg)) = FPS . (tg — t1) (3)

The above formula is an upper-bound of the maximum num-
ber of CMLs that assumes fault time, ¢y, is close to the lower
extreme of the interval, t;. On average, t;y = (t2 — t1)/2,
hence the average number of CMLs in the time interval
(t1,t2) is avg(CML(t1,t2)) = max(CML(t1,t2)/2), as ex-
pected.? The estimation provided by our model can be used
to decide, at runtime, if a roll-back should be triggered. For
application with low FPS, i.e., relatively robust applications,
the fault-tolerance system could decide to keep the applica-
tion running if the CML at the end of the application is
predicted to be below a safe threshold.

Table 2 reports the FPS computed for each application.
To the contrary of what is indicated in Figure 6, Table 2
shows that, when considering the CML in the application’s
state independently of the final output, LULESH is much
more vulnerable than LAMMPS, as faults propagate at a
rate of 0.0147 CML/sec in the former and 0.0023 CML/sec
in the latter. MCB is the most vulnerable application among
the ones tested. For this application faults propagate at a
rate of 0.0531 CML/sec. We believe that this is a property of
the Monte Carlo method used in the application, which is al-
most embarrassingly parallel. Interestingly, LAMMPS and
miniFE, which are the applications with the largest percent-
age of wrong results in Figure 6, are the applications with
the lowest FPS. This indicates that, compared to the other
applications, faults propagate at a much lower rate in these
two applications but the error margins used to accept the
final solutions are stricter. We believe that FPS is a more
precise way to assess the intrinsic vulnerability of an appli-
cation because it takes into account the entire application’s
structure and not just the final outcome.

6. RELATED WORK

Fault Injection: Fault injection can be performed at vari-
ous abstraction layers, from circuit to application level. Cho
et al. [13] present a study of the accuracy of fault injection
at higher abstraction layers. The authors report that sin-
gle bit-flips at the circuit-level such as those in flip-flops are
difficult to model at the register-file or architecture level.
Fault injections at the circuit-level is considered the most ac-
curate method but it requires sophisticated infrastructures,
such as radiation-exposure to processor chips [11, 12], or
processor RTL simulations [13, 30]. Next, cycle-accurate
microarchitecture-level simulators [24] and architecture-level
simulators [6, 17] have been proven reliable. Both options
might limit the size and scale of the applications and sys-
tems under study. Software-Implemented Fault Injection
(SWIFI) [9, 26, 23, 29, 37, 38, 42] can be used to perform
accelerated fault injection at application level. Li et al. [23]
propose a fault injection system based on Pintool [28] (a
binary instrumentation tool for x86 systems), wherein a sin-
gle fault is randomly injected into data-structures of parallel
scientific applications and the correlation between the fault
outcome and the location of the injected faults is analyzed.

4min(CML(t1, t2)) = 0, assuming ¢y = ta.
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Figure 9: Fault-Masking levels investigated by related works
as compared to proposed work.

Such fault injection is done directly in the application state,
by corrupting global, heap or stack memory regions and does
not consider faults that may be masked at the architecture
level, before reaching memory.

On the other hand, compiler-level SWIFI tools such as
LLFI [42] and KULFI [37] inject faults at register level,
which provides a chance for the faults to be masked at the
register level before being committed to memory. The ac-
curacy of LLFT in assessing applications resiliency as com-
pared to dynamic instrumentation based fault injection has
also been evaluated [42]. LLFI is found to provide adequate
information about applications vulnerability to soft errors.
We adopt a compiler-level fault injection approach based on
LLFI with extensions to inject multiple faults into an MPI
parallel application. It is noteworthy to mention that simi-
lar extensions for KULFI are proposed by Fliplt [9], which
was developed in parallel to this work.

Vulnerability Metrics: Different metrics at various ab-
stracted layers have been presented in literature with dis-
tinct goals. Figure 9 summarizes some of the resilience and
vulnerability metrics commonly used. At the lowest level
of abstraction, circuit-level masking is quantified using the
timing vulnerability factor (TVF) [36] which is used to de-
termine the probability of a fault occurring within the setup
and hold time windows of the Flip-Flops in the circuit. Mov-
ing upwards to assess the vulnerability of macro hardware
structures inside of a processor like register files, arithmetic
logic units, re-order buffer, the architectural vulnerability
factor (AVF) [32] was proposed to determine the probability
of a fault in each of these structures causing an error in the
final application outcome. In a subsequent work, the pro-
gram vulnerability factor (PVF) [39] was proposed to eval-
uate the software reliability independent of the underlying
microarchitecture so as to propose changes at the software
or application-level. Thus, AVF can be used to determine
both the architecture and microarchitecture level masking
effects on the application outcome, whereas PVF focuses on
architecture-level masking effects. Both AVF and PVF are
computationally-intensive, especially if applied to large par-
allel, distributed-memory applications, such as those tested
in this work. Similarly, instruction categorization is done
based on derating of a single bit flip in architectural regis-
ters [14] and the application derating metric is proposed [5].
PVF or AVF analysis can be done using architecturally cor-
rect execution (ACE) [32] analysis or using fault injection.
On a side note, previous works [40] have pointed out inaccu-
racies of ACE analysis as compared to fault injection studies,
which can lead to overestimation of protection mechanisms.
In a complementary work [18], fault propagation was stud-

ied across MPI boundaries. However as the faults are di-
rectly injected into data structures in distributed memories,
the architecture-level masking effects cannot be quantified.
Similarly, the data vulnerability factor (DVF) [43] is used to
capture the vulnerability of data structures inside of an ap-
plication by estimating the memory access patterns. While
AVF, PVF and DVF are scalar metrics, the methodology
and metric proposed herein provide detailed information
about the internal application memory state within a single
process and across multiple processes in distributed applica-
tions, while providing information about architecture- and
software-level masking similar to PVF metric.

Fault Propagation: Li et al. [23] use application knowl-
edge to analyze the results and qualitatively correlate the
outcomes of injected faults to the locations where fault was
injected. They assess that a fault has propagated if the
final result of the application has been corrupted or the ex-
ecution has been prolonged. In this work, we show that
faults may propagate into the application’s memory state
even if they do not corrupt the final state of the applica-
tion and we show the speed and depth with which faults
propagate. This quantitative analysis is important to un-
derstand the underlying vulnerability characteristics of an
application and to select the most effective fault tolerance
system. Similar application-specific studies have been per-
formed for multi-grid solvers [10] and iterative linear algebra
methods [7]. For example, Casas et al. [10] study the effect of
fault propagation across various phases of AMG by observ-
ing the deviation of known data structures from fault-free
values with the final goal of protecting critical pointers. In
contrast, we seek a generic methodology that allows the user
to study a larger set of applications.

Fault Detection: Fault detection is orthogonal to this
work, yet important for the design of resiliency systems [16,
25]. Faults are detected using a variety of techniques, in-
cluding symptom-based, compiler-assisted, and simulation
techniques [17, 21, 27, 34, 35]. These studies are mostly
done at low-scale, while we target large-scale systems.

7. CONCLUSIONS

Power constraints of exascale systems will encourage use
of technologies like massive parallelism and NTV, which may
result in higher errors and impact the correctness of scien-
tific applications. Despite its importance, the vulnerability
of HPC applications has not received enough attention, pri-
marily because of the lack of tools that allow researchers
to perform accelerated fault injection and analyze how in-
jected faults propagate in the application’s state. In this
work, we introduced a novel fault propagation framework
that is capable of accurately tracking the propagation of
faults into parallel MPI applications. The framework pro-
vides programmers with new insights about the vulnerability
of applications to transient errors and the correlation with
the application structure.

We present an analysis of several mission-critical HPC ap-
plications. Our results indicate that even a single fault intro-
duced at register level can contaminate a consistent part of
the application’s state. We show that faults generally prop-
agate linearly and progressively corrupt the address space
and that errors contaminate other MPI processes through
message passing communication. We used this observation
to derive application fault propagation models that can be
used at runtime to estimate the number of corrupted mem-



ory locations once a fault is detected. We also show that
analyzing the vulnerability of parallel applications with a
“black-box” approach based on output variability analysis
resulting from statistical fault injection may lead to incor-
rect conclusions. In particular, our tool is capable of dif-
ferentiating the cases in which a fault is completely masked
at processor level and does not propagate to memory from
those cases in which the application’s memory state becomes
contaminated, even though the final results appear correct.
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