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A.  PROJECT SUMMARY 
Software testing is a time-consuming, expensive, difficult, but essential area of work in the development 
of reliable software. Testing is not well taught at the university level, partially because the area is virtually 
ignored in the ACM/IEEE Computer Science curriculum guide (1991, 2001). Computer Science graduates 
are rarely well equipped to work in software testing groups, and there is no alternative university degree 
program for software testers. The result is a shortage of skilled labor in a key area of Information 
Technology. 

This project will lay a foundation for significant improvements in the quality of academic and 
commercial courses in software testing. 
Specific deliverables will include: 

• A collection of examples of software errors, well-described, with screen shots, and suitable for use 
in class. The collection will be posted on the web, with a permanently assigned name and URL for 
each example, making the examples easy to reference. 

• Identification and descriptions of specific skills involved in software testing. These will be 
published at conferences and in articles that are available on the web. 

• Keyed to the skills of interest, sample exercises for students (for use as course assignments or for 
self-paced study) and a smaller separate collection for teachers (for possible use in exams). The 
student exercises will be available in practice books or on the web. The teachers' materials will be 
available in a teacher's manual or on the web. 

• Free software versions of classroom-level versions of useful testing tools. A "classroom version" 
is intended to teach the concept of that kind of tool, and to handle tasks that are as complex as the 
student might run into as an undergraduate. Such a tool will often be useful in commercial testing 
but it is not as full-featured as tools designed for professional use. These tools will be published 
on the web. 

• Research (and reports on the results of the research) on the usefulness of Whittaker's software 
fault model as an organizing structure for presenting a wide range of key testing techniques in 
class. 

• Extension of Kaner & Bach's characterizations of testing styles/strategies, bringing together 
research and practitioner literature into a structure useful for presenting a wide range of key 
testing strategies in class. 

• Ongoing workshops (and an email discussion group) on the teaching of software testing. 

This is new ground. The skills used in the field are not well identified and there is no collection of 
exercises or drills designed to help polish those skills. Books on software testing rarely include exercises, 
and even those that do include some, don't include many. Nor is there a solid collection of well-described 
examples that are suitable for reuse in a classroom. 

The Principal Investigator for this work is qualified in several ways. He is senior author of Testing 
Computer Software, which is the best selling book on software testing in the history of the field (the 
publisher John Wiley and Sons makes this assertion based on lifetime total sales of the book). He has 
taught courses on software testing in commercial environments several dozens of times and his course 
notes are licensed out to other commercial software testing instructors. He is Professor of Computer 
Sciences at the Florida Institute of Technology, which has a core strength in software testing. And he 
holds a doctorate in Experimental Psychology with a specialization in human perception and performance 
(including study of how students learn and how experts make decisions). 
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C.  PROJECT DESCRIPTION 

C.1  BACKGROUND 

"Inside Microsoft, Windows NT is typical in that we have more testers than we have 
developers. And of course, testers spend all their time doing testing and developers 
spend a substantial part of their time involved with the testing. So when you think of 
Microsoft people think of a software development organization, which we certainly 
are. But actually testing these systems and making sure that the variety of hardware 
and networking protocols all comes together is a huge expense, and it's very 
important that we do that before we put a system out into deployment." --Gates (1997) 

The quality of common commercial software products is rarely good enough (Kaner & Pels, 1998). We 
hear routinely about serious failures in basic operations, error handling, usability, safety, and resistance to 
malicious attacks. Software testing provides some of the methods that development teams can use to 
discover weaknesses and improve the quality of their products. Software development and publishing 
companies often spend enormous amounts of money on software testing. I believe that they are achieving 
too small a return on their investment, partially because we (the academic community) are doing a poor 
job of providing relevant education to the people who will do the software testing. 

Software companies are struggling to apply good software development methods to software testing. For 
example: 

• Even though this is often ineffective, software test automation is primarily done at the user 
interface level. (For example, the most recent two books on automated software testing, Fewster & 
Graham, 1999, and Dustin et al., 1999,  focus exclusively on user interface level testing.) 

• Many test automation efforts fail because the test tool users don't follow basic good programming 
practices (such as designing their test code to be maintainable in the face of changes in the 
software under test). (See, e.g., Kaner, 1997; Pettichord 2000 and the papers at his website, 
www.pettichord.com). 

• Few testers know how to build state models, design tests using cause-effect graphs, use code 
coverage tools to check the extent of testing completed, use systematic methods for efficient 
testing of combinations of variables.1 

A substantial part of the problem is that few graduates from current computer science programs know 
enough about software testing, test-related theory, or relevant tools to apply basic techniques and use basic 
testing tools without extensive training.2   

                                                      
1  For example, see Whittaker's (1997) and Robinson's (2000) discussions of stochastic, model based testing, which 

make it clear that this approach is useful but advanced. I'm not aware of  publications that describe what testers in 
the field actually know. This is an assertion based on my experience managing test groups, consulting to, and 
teaching classes to, test groups at a wide range of software or computer hardware companies, and discussing staff 
knowledge and training with several other test managers. Since 1994, I've taught classes on software testing over 
75 times. My course notes on testing, test automation, and the recruiting of software testers (a 1-day seminar that 
I've presented repeatedly at the Software Testing Analysis & Review Conferences) are available on request. See 
Kaner (2000a, 2000b) and Kaner & Hoffman (2000).  

2  As to what Computer Science graduates learn in school, read the ACM/IEEE (1991) Computing Curricula. The 
amount of required study of testing techniques is trivial�a few hours over four years. The curriculum guide 
suggests one optional course, Advanced Software Engineering, that includes testing topics among many others, 

http://www.pettichord.com/
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There is enormous demand in industry for skilled software testers. Many talented individuals spend their 
career as software testers and test managers. At Microsoft, and at many other software publishers, the 
typical software development project includes as many software testers as programmers.3 Despite this 
significant role of testers in the field: 

• There is no bachelor's-level degree program in the United States for software testing. Only a few 
universities grant Masters or Doctoral degrees in Computer Science or Software Engineering for 
software-testing related work. 

•  There is no software testing professional society.  

• There is no ACM or IEEE journal focused on software testing.  

• There is no widely accepted certification program in software testing. A few organizations 
"certify" software testers, but their tests (and so many of the commercially available testing 
courses) focus on definitions of terms and descriptions of processes and practices. There is 
relatively little emphasis on the development of specific skills that people will use regularly on the 
job. For example, consider the American Society for Quality's Certified Software Quality Engineer 
(www.asq.org/standcert/certification/csqe1.html). A typical 27-hour review course for the software 
quality exam includes about 1-2 hours on software testing. The rest of the time is spent on 
standards, process models, vocabulary associated with software quality issues, metrics, etc. The 
exam itself covers relatively few testing skills and in little depth. On a 160 question 4-hour exam, 
about 10 questions will be on software testing, and these are fairly general. For example, in the 18-
question Study Guide posted at  www.asq.org/standcert/certification/csqe1.html#csqestudy, only 
two questions involve testing skills. Here they are: 

"When an audit team concludes that a finding demonstrates a breakdown of the quality 
management system, the finding should be documented as: 

a. a minor nonconformance 

b. a major nonconformance 

c. a deficiency 

d. an observation" 

and 

"A module includes a control flow loop that can be executed 0 or more times. The test which is 
most likely to reveal loop initialization defects executes the loop body 

a. 0 times 

b. 1 time 

c. 2 times 

d. 3 times." 

Successful completion of a test at this level is not persuasive evidence of competence in testing. 
                                                                                                                                                                            

but the guide doesn't even mention the idea of a course focused on software testing. ACM/IEEE (2001) is not 
significantly improved in this respect.  

3  Regarding Microsoft, see Cusumano & Selby (1995), Gates (1997). Last October, I facilitated a two-day meeting 
of senior test managers, called the Software Test Manager's Roundtable, which is held in conjunction with the 
Software Testing Analysis & Review Conference (STAR West) in San Jose, CA. The focus of the meeting was 
the allocation of work and budget between programming and testing teams. Some projects described at this 
meeting had many more testers than programmers. 

http://www.asq.org/standcert/certification/csqe1.html#csqestudy
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C.2  OBJECTIVES 
My longer-term goal is the development of an undergraduate curriculum in software testing, as a 
specialization within a computer science degree.  

My primary objective for the work proposed here is the creation and dissemination of materials that will 
support the teaching of high-caliber, challenging undergraduate courses in software testing. As an 
additional benefit, many of these materials will prove useful to graduate students and others who are doing 
research in the field.  

My specific objectives for the work covered in this application include: 

• Identify skills involved in software testing. 

• Identify types of exercises that support the development of specific testing skills. 

• Create and publish a collection of reusable materials for exercises and tests. 

• Create and publish a collection of examples of software errors. 

• Build and publish open source versions of several software testing tools. 

• Strengthen Whittaker's fault model as a vehicle for teaching testing techniques. 

• Strengthen Kaner & Bach's overview of software testing paradigms as a vehicle for teaching 
testing strategy and helping students build a context for a wide array of techniques. 

• Create a series of workshops that focus on the teaching of software testing. 

• Prototype a web-based course on software testing. 

Each of these objectives is discussed in detail below. 

 

C.3  SKILLS INVOLVED IN SOFTWARE TESTING 
Textbooks in mathematics, physics, and other sciences often include hundreds of problems for students to 
solve on their own as exercises. As students learn how to solve collections of problems, they come to 
better understand the thinking behind the problems. Many science students use additional exercise books, 
like the Schaum's Outlines, to extend their skills. These drill books are available for elementary and more 
advanced-level courses, such as Schaum's Outline of Partial Differential Equations (Duchateau & 
Zachmann, 1994) and Sveshnikov's Problems in Probability Theory, Mathematical Statistics, and Theory 
of Random Functions (1979) .  

Some testing skills can be mastered by use of self-paced, independent drill. Here are five examples of 
drills that support development of testing skills: 

• When the program fails, the tester must write a failure report that clearly and accurately 
describes the steps that led to the failure and the final observable result. Consider the following 
exercise: Tester #1 looks at a computer screen and writes a description of everything that is 
displayed on the screen. The description is passed to Tester #2, who has not seen the screen. Tester 
#2 draws a picture of the screen, based on Tester #1's description, and then passes the drawing 
back to Tester #1. Keep practicing this until Tester #1 can successfully communicate with several 
different people who play the role of Tester #2.  Next exercise: Present Tester #1 with a sequence 
of events. Tester #1 describes the sequence to Tester #2, who then uses the program and attempts 
to recreate the exact sequence that was seen by Tester #1. As before, Tester #2 gives what she 
thinks is the sequence back to Tester #1, who learns from the feedback. 
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• When the tester finds a defect that looks non-critical, she should run some additional tests to 
determine whether the observed failure is simply a weak symptom of a more serious problem. 
Consider the following exercise: At Florida Tech, we are constantly testing commercial software 
and so we have a population of student-found defects in our database. Before a student in my 
introductory testing class is allowed to enter new defect reports into the database, he must edit 
some old reports, performing the additional follow-up tests if they are needed, eventually 
submitting a clearer and more complete report. At present, I do the evaluation or a graduate student 
does it. We could also do peer evaluations. 

• Testers must be able to spot ambiguities in requirements documents, specifications, etc. A group 
of my students and I are working through Spector (1997) as a first source of potential exercises. 

• Failures can arise as a result of interaction of multiple variables. Testers must be able to plan 
efficient tests of interactions among variables. Exercise: Give the student a list of operating 
system versions, browser versions, printers, video cards, and communications devices (modems, 
network interface cards). The student creates a base set of configurations to test using the all pairs 
method (Cohen et al., 1997). Advanced version: Also provide the student with market data and 
customer support records that show that certain configurations are more popular or more prone to 
fail. The student is to make the smallest configuration test set that meets the all-pairs criterion and 
that also includes the key configurations. (Because the market-related configurations may involve 
the interaction of more than two critical variables, all-pairs doesn't automatically include these 
cases, and the student may end up with more than the all-pairs minimal set). 

• Testers should be skilled at creating persuasive test cases that mimic real uses that involve 
naturally complex situations. There are a few different definitions of "scenario test." I use the term 
to mean a test that has four characteristics: (a) It is realistic, and reflects or is drawn from examples 
of actual tasks done by users. (b) It is complex, involving many features of the product. (c) It is 
easy for the tester to determine quickly whether the program passed or failed the test. And (d) At 
least one stakeholder who has power in the development decision process and who is outside of the 
test group would be interested and concerned if the program failed this test. Exercise: For a given 
application, design 5 scenario tests and explain how each one meets the 4 criteria. 

I assert the following: 

• we can identify many specific skills that are used by experienced software testers; 

• we can find examples of the use of these skills (or the value of using them) in widely used software 
applications; 

• the development of these skills by individual testers requires practice and feedback; 

• for many of the skills, training in the form of carefully chosen "drill" exercises with sample 
answers will provide good enough education for many people; and 

• for the other skills, additional feedback by a coach will be needed, but even these include 
opportunities for self-paced, private practice. 

I propose to research and develop a skills-based approach to teaching many of the testing skills involving 
test planning, test design and execution, test result investigation and reporting. I expect that many of these 
can be taught at a distance, often through guided self-study. While people who successfully complete this 
training will not be expert testers, I believe that their skills will be recognized and valued by the test 
managers who supervise them. 

For each skill, I expect to be able to identify or discover effective teaching methods: 
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1. That introduce the student to the skill. (Often, this will be an explanation of the underlying 
concepts, an example of real-life application, and a step-by-step demonstration.) 

2. That support the student's first practice with the skill. (Often, this will consist of a series of 
simple exercises.) 

3. That drill the student in the basic skill. (Often, more exercises that are presented 
straightforwardly but are increasingly difficult.) 

4. That introduce the student to more complex problems that involve application of this skill. 
(For example, rather than simply laying out a problem, show features of existing programs 
and point out cases in which a given technique is useful for testing a given feature.)  

5. That drill the student with challenging examples. (For example, supply a program to the 
student and a list of several features. Have her identify the features that are candidates for 
using a given technique, and then lay out the application of that technique for each of the 
selected features.) 

6. That support expert application of the skill. (For example, solving tough problems by 
combining the use of different techniques.) 

This is new ground. Books on software testing rarely include exercises, and even those that do include 
some (such as Myers, 1979, and Jorgensen, 1995) don't include many. 

 
Validation 
The list of skills will be circulated for review, especially among practitioners, because this list is an 
attempt to describe aspects of what they are doing. 

Regarding effectiveness of the teaching methods, we will initially evaluate them by giving students 
problems and evaluating their solutions. Some of his work can be done in testing classes at Florida Tech. I 
will also evaluate modules with people who are not currently enrolled in my classes. These will include: 

• University students who I recruit (and pay) to work through a skill module. 

• Testing practitioners who participate on a voluntary basis. 

• Other commercial and academic instructors who teach courses on software testing. 

In each of these cases, I would work with before/after sets of problems, comparing the quality of answers 
given before training with the quality of answers to similar problems after training. Additionally, I'll 
collect subjective ratings of the effectiveness of the modules, at time of training and approximately three 
months after training.  

None of the above measures will tell us whether the skill-based approach is better than competing 
methods. They will tell us whether the approach is substantially better than nothing (or than lecture-only 
teaching). As the materials become polished, and as other instructors suggest examples of better ways, we 
can run comparisons. 

 

C.4  REUSABLE MATERIALS FOR EXERCISES AND TESTS 
The skill-based approach described above requires development of many exercises and examples. I expect 
to make many of these broadly available in at least two ways: 

• Publication of an outline / practice book (perhaps in the Schaum's series) or creation of a web site 
that presents the practice materials.  
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• Use of the materials in web-based or CD-based courses on software testing. 

I plan to hold a subset of the exercises and examples in reserve, for use by teachers as test questions. 

• These will be available on demand (sent by electronic mail to people who can convince me that 
they are testing course instructors) and/or will be included in a teacher's manual published 
alongside the Third Edition of Testing Computer Software (in preparation; the second edition is 
Kaner, et al., 1993, which John Wiley & Sons advertises as the best selling book--in terms of 
lifetime total sales--in the software testing field). 

Over the three years, I will create a significant number of exercises for each skill module, many more than 
we'd need to demonstrate that the basic module is effective. 

 

C.5  EXAMPLES OF SOFTWARE ERRORS 
Appendix A of Testing Computer Software (Kaner et al., 1993) contains descriptions of over 480 types of 
software errors. Many additional failure reports are available on the web, at sites like bugnet.com, 
CNET.com, windowsannoyances.com and technical support sites of many software publishers. The 
RISKS forum also provides examples of often spectacular failures, as do leading computer magazines like 
ComputerWorld, eWeek, and InfoWorld. 

These examples are useful but, based on my own teaching experience and the anecdotes of colleagues, 
they need work. 

I propose to replicate many of these failures, creating screen shots and step-by-step walkthroughs that 
illustrate the problem. Here are some of the instructional uses: 

• When a teacher demonstrates a testing technique, he can use real-life examples of defects and 
explain how a given technique would (or would not) have power (probability of finding a defect) 
against a defect of this type. 

• Working from a subset of these examples, a teacher can show differences between testing 
techniques by explaining how (and why) one technique is more likely to find certain defects 
(demonstrate them) while the other is more likely to find others (demonstrate them). 

• Scenarios (a series of screen shots, with commentary, that show a sequence of events that lead to a 
failure) are useful bases for homework exercises, in-class exercises, and examination questions 
(I've used them all three ways). Unfortunately, good scenarios are time-consuming to create. These 
examples will provide teachers with supporting material for many exercises. 

I plan to post these examples on a website, assigning a permanent name and URL to each one. Authors 
and teachers will be able to distribute this material under the GPL free software license for documentation, 
enabling any teacher or author to use the examples freely. (Note: The authors and publisher of Testing 
Computer Software have already agreed to drop the Appendix in the Third Edition, so that derivative 
works of our second edition Appendix can go onto the web under GPL.) 

A collection like this is valuable in its own right as an instructional tool but it also provides valuable 
additional benefits: 

• Testers can audit their test plans by checking whether their planned testing of a given application 
would catch failures of the kinds that appear in this list. Testing Computer Software Appendix A is 
already used and useful for this, but it is dated, has serious gaps, and is often unclear to readers. It 
needs improvement.  

• Testers and researchers can use the examples to evaluate and compare proposed software testing 
methods. See the discussions of Whittaker's fault model and of software testing paradigms below. 
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In software testing, we have very few shared examples. This web site has the potential of becoming a 
widely used resource. 

 

Validation 
We'll test these examples (run the steps and see the failures) before we post them on the web. The person 
who wrote the description won't be the person who follows its steps. Once a failure is posted, other people 
will attempt to use them and we will invite them to tell us about problems as and if they run into them. 

 

C.6  OPEN SOURCE VERSIONS OF  TESTING TOOLS 
Several standard techniques are not routinely used in software publishing companies and are not routinely 
taught (or not taught in enough detail) in commercial software testing courses. A key reason for this is that 
these techniques require computation that is tedious and error prone if done by hand.  

For example, consider the problem of compatibility testing (test this feature across operating systems, with 
different browsers, printers, mice, video cards, etc.) The number of possible test configurations is 
enormous. All-pairs combination testing is a straightforward method for selecting a relatively small 
number of multiple-variable test cases from a much larger population of possibilities (Cohen et al., 1997). 
Telcordia Technologies offers an extensive software service that will select the all-pairs (all-triples, all-
quadruples, etc.) test set, even in massively complex situations. There is a brief free trial period, but after 
that, the service is not cheap. For teaching purposes, and for many practical purposes, we could happily 
use a less ambitious program that handles only 10 or 20 independent variables. I would like to fund a 
student to write such a program, and publish it as free software (open source, distributed under the GPL). 

Similarly, we would benefit as teachers of testing methods if we had free software that did (or provided 
examples of): 

• cause/effect graphing 

• category partitioning 

• orthogonal arrays 

• table-driven automated tests for a few common GUI applications, showing how this is done under 
each of the main GUI regression test tools 

and so on.  

 

Validation 
The measure of success of this work will be whether or not instructors are using the tools. We'll note 
whether we are using them at Florida Tech, and will solicit feedback from other teachers of software 
testing courses. 

 

C.7  WHITTAKER'S FAULT MODEL AS A VEHICLE FOR TEACHING  TECHNIQUES 
Whittaker and Jorgensen (1999) argue that all software errors can be classified as failures to constrain 
inputs, outputs, storage, or computations. Based on that insight, they developed a collection of types of 
tests, which they call "attacks", that can expose instances of the different faults (Whittaker, 2000). 

From an instructional and training point of view, Whittaker (2000) is a useful paper. The fault model is 
simple, but it can be used to generate a wide range of ideas for testing. The 20-plus attacks are well 
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explained and quickly lead students to productive testing in a laboratory setting. By "productive", I mean 
that students can use the list of techniques to find defects quickly. The attacks help the students organize 
their thinking and their approach to the software under test. This approach to organizing ideas about risks, 
errors, and tests has been used successfully as the underlying structure of some courses on software 
testing. 

Even though the approach has obvious merits, there are open questions: 

• How useful would these attacks have been for exposing errors during development that are now 
present in commercially sold software? 

• What is the overlap among the attacks? Which types of errors are more likely to be found by which 
attacks? 

• Are there examples of common errors that would not be routinely found in the normal course of 
use of any of the attacks? 

Given a large and diverse collection of errors (see Section C.5 above), we can make progress toward 
answering these questions and, in the process we can strengthen this approach as a teaching structure for 
at least part of a course on software testing. 

 
An Exploratory Experiment 
This is a classification study, not a hypothesis-testing study.  

For any given attack, there is a class of errors that will be routinely found in the normal use of the test. For 
example, imagine a program that expects all inputs to a specific numeric field to be in the range of 0 to 
255, and has no defense against entries greater than 255. If you test every numeric input field by checking 
responses to out-of-bound input values, you will eventually find the error in this field in handling numbers 
greater than 255. 

Given a large set of well-documented errors, we can sort the errors across attacks. Sorters will be 
experienced testers. They proceed with the error descriptions, one by one. For each error, the sorter 
decides whether any (one or more) of the attacks would routinely detect that error in the normal use of the 
attack. If so, we list that error with the associated attack(s). 

Repeated across several testers, we will discover that: 

• Specific types of errors are consistently judged likely to be found by certain attacks. These are the 
ones that we use as examples when we teach the attacks. 

• Other errors are considered likely to be found, but there is disagreement as to how (which attack) 
the error will be found. These suggest conceptual overlap among the attacks. 

• Finally, several errors are not consistently grouped with any attacks. These suggest a need to 
develop new attacks. 

This is, of course, just an initial study. We can't be sure that a given attack will routinely detect a certain 
type of error until we check it with programs with known error characteristics. Those types of experiments 
will be conducted, but they are outside of the scope of the present proposal.4 This initial study will 
provide a pattern that will be useful for teaching from, even if some of the details turn out to be wrong. It 

                                                      
4  Turky Al-Otaiby is a doctoral student at Florida Tech, and Alan Jorgensen is conducting post-doctoral research at 

Florida Tech. They are working independently. Both of them advise me that they plan to study the relationship 
between certain testing strategies or techniques and different types of errors. 
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will help us clarify our thinking and will serve as a strong pilot study for the more detailed and more 
costly research. 

 

Validation Notes 
It would be easy to run traditional hypothesis-testing statistics on this study's results. The obvious null 
hypothesis is that the attacks are unrelated to the defects and thus that in a set of independent matching 
trials of defects to N attacks, the probability that a given defect will be matched to a given attack will be 
1/N. A chi-square test can be used to test such a hypothesis. 

It would be astonishing if this null hypothesis was not rejected. The attacks were specifically designed to 
detect defects that occur frequently. For example, consider the following defect / attack pair: 

• The defect: the program crashes in response to an input that is so huge that it overflows the 
program's input buffer.  

• The attack: Enter extremely long strings into input fields, in order to try to overrun the input 
buffer. 

If a tester did not sort this defect with this attack, we might wonder more about the tester than about the 
relationship between the defect and the attack. These obvious cases will cause any simple hypothesis of 
randomness to be rejected. That rejection won't teach us anything. 

The more challenging objective is to extend the population of attacks, or improve the descriptions of 
attacks, in order to increase the number of immediately obvious defect/attack pairs. I don't have a valid 
statistical test to propose for this because we will be continuously increasing the set of analyzed defects. 
Any tests that look at proportions of defects covered will be confounded by selection biases. I think the 
more interesting measure is the simple list of defects for which there are directly related attacks. (One 
could also describe this as a list of risk / attack pairs.) That list of pairs is useful, even if it is incomplete. 

Another point to recognize is that the set of errors analyzed is not a random sample, nor a representative 
sample of the population of possible errors in programs. This set will be the pool of errors that have come 
to our attention and that we have been able to replicate and describe. That process will leave behind an 
unknown number of other possible errors of an unknown number of types. The point is not to develop a 
population model that is amenable to statistical study. The point is to develop a set of risk / attack pairs 
that are intuitively obvious to experienced testers, useful for training inexperienced testers, and useful as 
reminders for all testers. 

At some point, it will be useful to confirm experimentally (and/or through carefully observed case studies) 
that the attacks actually do help testers find the associated defects. That validation is beyond the scope of 
this project. 

 

C.8  SOFTWARE TESTING PARADIGMS 
Kaner and Bach (1999) described nine general black box testing styles or strategies, these being: domain 
testing, specification-based testing, risk-based testing, scenario-based testing, regression testing, 
exploratory testing, user-focused testing, single-function testing, and random testing (including stochastic 
tests based on state models).  

These overlap. For example, one might use risk analysis to design a series of regression tests. Despite the 
logical overlap, our experience has been that some people focus on designing tests to mitigate a well 
researched set of risks, and then they choose to keep some of these tests for regression (retesting) 
purposes. Others focus more on the goal of reusability and less on the risks. The nine approaches captured 
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the ways that our clients described their approaches to us, or that we saw when we were retained as 
consultants to review and improve their testing processes. 

As we consulted (independently of each other), we found that client companies usually focused on very 
few (three or fewer) of these approaches. As a result, they missed certain types of defects (or discovered 
them by luck) and suffered certain inefficiencies. By characterizing the testing strategies in these nine 
ways and explaining our characterizations, we were able to broaden the range of approaches that our 
clients used, making them (we believed) more effective as testing groups. 

I've also found these strategies useful in testing classes, and they were very well received by attendees at 
the Testing Computer Software conference and at STAR West. 

My main goals for this material are: 

• Review the testing literature (academic and applied) to integrate these approaches with the classic 
descriptions of testing techniques and associated empirical results. 

• Develop examples of tests that are prototypic of each of the styles of testing and select (from the 
pool we are developing, see Section C.5) examples of defects that would typically be found (or 
often missed) by a tester who used those types of tests. 

 

Validation 
In my commercial classes, this approach has been a useful structure for describing, contrasting, and 
comparing the material that I teach on software test design. It has also been useful for evaluating and 
describing the practices of my clients and James Bach's clients. With more rigor, better links to the 
researchers' and practitioners' literatures, and written worked examples, the approach should be more 
accessible and more useful for other teachers and other consultants. My measure of success of this work 
will be publication of a respectable paper or chapter that some teachers or consultants tell me they have 
adopted as a basis for some significant amount of their work. 

 

C.9  WORKSHOPS ON TEACHING OF SOFTWARE TESTING 
In 1997, I co-organized the first Los Altos Workshop on Software Testing (LAWST). The organizing 
question of the meeting was how to improve the maintainability of automated tests. The meeting differed 
from traditional conferences in a few ways. We focused on examples drawn from personal experience, 
presented solutions that either had worked or that had taught us something interesting when they failed. 
There were no time limits on the presentations. Some examples took a few minutes, others took longer. If 
you made a presentation, the other attendees could question you until they were finished with you. (In 
LAWST #5, we spent an entire day on one person's presentation.) We decided that it was more important 
to take the time we needed for each presentation than to run through the entire list of  items offered by the 
attendees. The meetings were managed by a facilitator and a recorder. We produced no official minutes, 
but any attendee could publish anything presented or developed at the meeting. Kaner (1997) was the 
primary publication from the first meeting. For more details on the structure and agreements of the 
meetings, see the LAWST Handbook (Kaner & Lawrence, 1999). 

LAWST was successful enough that we're now organizing the 12th  meeting (June 2-3, 2001). The typical 
meeting is attended by 15-20 people (more than 20 is unmanageable in our format). Additionally, similar 
workshops have formed for other topics, such as the Software Test Managers Roundtable (which I 
facilitate), the Austin Workshop on Test Automation, the Virginia Workshop on Heuristic and Exploratory 
Techniques (which I facilitate), the Patterns of Software Testing workshop, and the Florida Workshop on 
Model-Based Testing (I'll facilitate its first meeting in February, 2001).  
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This meeting format is well suited to a discussion of teaching strategies and results. I plan to organize an 
annual workshop on the teaching of software testing, to be attended by a mix of university professors, in-
house corporate teacher/trainers, and independent consultants who develop and teach their own courses.  

Based on my experience with LAWST and its progeny, I expect that the people who attend these meetings 
will develop examples of their own, propose additions to the list of skills (and explain them), suggest new 
exercises, and generally add to the body of foundational material that this project will develop. 

 

Validation 
Feedback from the meeting participants, indicating whether the meetings are useful and how they can be 
improved. Also, the number of formal publications, conference talks, course collaborations, book 
collaborations, technical reports, and other outputs from the meetings. 

 

C.10  WEB-BASED INSTRUCTION 
A skill-based teaching approach should be well suited to distance learning. At Florida Tech, we are 
already planning to offer web-based courses on software testing. I don't think that a text-only format (no 
lectures at all) will serve this material well, nor am I enthusiastic about the lecture format that shows me 
(probably just my face) on part of the screen and my  slides or my virtual whiteboard on the other part of 
the screen. We need demonstrations and planned, scripted (to address the issues likely to be in the minds 
of remote watchers) small group discussions. These will be expensive classes to develop. I believe that the 
expense will be justified by the higher educational value. 

Most of the funding for the distance learning work will come from other grants that I will apply for later. 
The grant for this project will fund some early proofs of concept for distance learning classes. By creating 
a few segments from what will become the first few classes, I'll demonstrate the teaching style, obtain 
critical feedback, and lay a basis for evaluation of a focused distance learning funding proposal. 

  

C.11  SCHEDULE OF DELIVERABLES 
My dates are based on the assumption that funding begins in September 2001. 

• Skills list, skills exercises, error examples:  The laboratory will operate somewhat like a factory. It 
will take us a while to tool up, and experiment with our processes to become efficient. After that, 
we'll pump out new items on a continuing basis.  

o Open the website and publish the first skills list, exercises, and error examples�
November 2001. 

o Either create a testing teachers' e-mail list or publicly invite teachers to the (invitation-
only, moderated) software-testing list hosted by Brian Marick, James Bach, & Cem 
Kaner�November, 2001. 

o Update the website with new material�quarterly through September 2004 (and beyond if 
funding is extended).. 

• Testing tools 
o Specific order of development of tools depends on student interests. 

o Rate of development: two per year (First two complete by July, 2002). 

• Evaluation and extension of Whittaker's fault model 
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o Pilot study complete by January, 2003. 

o First wave of sorts complete by September 2003. 

o Second wave complete by May, 2004 

o Publication of final results (tech report), September 2004. 

• Testing paradigms 
o Circulate strong first draft of a testing paradigms paper that includes extensive literature 

review�January 2002. 

o Circulate strong second draft that includes at least one detailed example for each 
paradigm/strategy�July, 2002. 

o Submit final draft for publication, with at least three detailed examples for each 
paradigm/strategy�January, 2003. 

• Workshops 
o Dates will be negotiated among the participants. Meetings will be held in Melbourne, FL. 

Because of our weather, I predict the meetings will be in late January, February, or early 
March. (one workshop in 2002, 2003 and in 2004) 

• Distance learning 
o First module, January 2002 

o Second and third (if there is a third) modules, September 2003 

 

C.12  CLOSING NOTES ON THE PROPOSAL 
The program solicitation specifies that the proposal will be evaluated on six dimensions. Here are some 
notes related to those criteria: 

What is the Intellectual Merit of the Proposed Activity? 
Software testing is an important area of work within information technology, but it has been largely 
ignored within the educational community. As a result, we face a shortage of appropriately educated 
people to do this work. The proposed activity will provide foundational material for teaching introductory 
and advanced classes on software testing. This kind of material is not available today. It will improve the 
quality of education in this field. The proposer has 18 years of industry experience, has written the best 
selling book on software testing, has developed commercially successful courses on software testing, has 
organized many workshops on software testing, has been active (as a regularly invited speaker or 
keynoter) on the software testing conference circuit for the last five years and is doing this work as a 
professor at a university that sees software testing research and teaching as one of the core competencies 
of its Computer Sciences department. 

 

What are the Broader Impacts of the Proposed Activity? 
The proposed activity is directly designed to promote teaching, training and learning--for example, 
through the development of the skills lists, the related exercises, the error examples, and the research on 
approaches to presenting test design in an organized and intuitively clear way. The activity advances 
discovery by creating common reference examples that will be useful to researchers, and by extending and 
deepening two frameworks for organizing thinking about software test design. 
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Software testing is an entry point into product development groups. In my experience, when members of 
underrepresented groups start their career in software development team, they often start in testing. The 
work proposed here is part of a broader project at Florida Tech to develop a set of educational materials 
for testers that will expand their technical expertise. Little advanced training in testing is available today�
the advanced commercial courses typically focus on process management rather than technical growth. 
Based on my observations and discussions with other test managers and consultants, too many testers hit a 
dead end because so little technical training is available to them. If we improve training and educational 
opportunities for entry-level staff, we create opportunities for the underrepresented to earn promotions. 

Additionally, the activity's focus on developing skill-based training lends itself to self-paced study and 
remote learning. As we develop this material, we should be able to develop first-rate courses that can be 
taught over the web, supported by meaningful self-paced exercises that come to the student with worked 
solutions (in the back of the book, or at the end of a link).  

The proposed activity enhances the infrastructure for research and education by building a publicly 
available collection of examples, exercises, and tools. Additionally, part of the grant will support 
significant enhancement of the Florida Tech library collection of books related to testing, requirements 
analysis, usability analysis, empirical research design, law of software quality, and philosophy of science.  

Dissemination of the results has been stressed throughout this proposal. Examples, exercises, and tools are 
published will be published on web sites and/or books, under terms that allow reuse (without requiring 
permission from the authors) by other teachers, trainers, students, or researchers. Other material will be 
published, in journals, books, workshops, or technical reports. The proposer has a track record of 
publishing a great deal of material on the web (see www.badsoftware.com and www.kaner.com), at 
conferences, workshops, and in journals and magazines.  

The core societal benefit of this work lies in its high potential for improvement of software testing and 
through that, software quality. I've been an advocate for improving software quality throughout my career, 
as a user interface designer/developer, tester, software development manager, director, consultant, and 
attorney whose practice is focused on the law of software quality. The current trend in legislation and 
court decisions has been a sharp turning away from holding software companies accountable for defective 
products (see, e.g., Kaner, 1999). While I continue to work to slow this trend (see, e.g., Kaner & Pels, 
2000; Koopman & Kaner, 2001), I concluded after careful consideration that I can do more to improve 
software quality by improving skill and professionalism within software testing than by any anything else 
that I can do. This conclusion led me to choose last year to accept a professorship, rather than continuing 
in a successful (and better paying) combination of computer law and software consulting practices. 

 

Integration of Research and Education 
The research proposed is all done in the service of improving education in software testing. The funding 
will largely support graduate and undergraduate students who will help me with the work. The project 
does not take away from my teaching duties (which are primarily in software testing and in computer law 
and ethics), and its funding for books will largely go for improvement of the library's collection (available 
for students as well as researchers) rather than my lab's private collection. 

Integrating Diversity into NSF Programs, Projects, and Activities 
See the notes above on broader impacts. 

Innovation in Information Technology 
See the notes above on intellectual merit.   
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C.13  LETTERS OF SUPPORT 

I circulated a draft of this proposal and received several letters of support. Here are excerpts from some of 
them. I have tightened them up (to fit the limited space here) with the permission of the authors. No words 
have been added. Please feel free to contact me for the full originals. 
 

From Sam Guckenheimer, Senior Director, Technology, Automated Testing Business Unit, Rational 
Software: 

I am writing on behalf of Rational Software Corporation to express enthusiastic support for this proposal.  This 
project will significantly advance the practices and knowledge resources available nationally for software quality 
professionals.  We encourage you to fund this project.   

Our qualifications: Rational Software Corporation (RATL) is a major supplier of tools, services and training to 
support software development. Within Rational, I am responsible for furthering the development of best practices 
and products to support software testing.  I am a regular speaker and participant nationally and internationally in 
conferences on software quality. 

What problem this project addresses: Software testing accounts for approximately 50% of the cost and time of any 
major software project.  Yet there are few standards and models available for training software testers, very few 
academic programs are available, and skilled professionals are in chronically short supply.  This situation stands in 
marked contrast to software development, for which there are widely available curricula, degree programs at every 
major university, and many tens of thousands of new graduates annually.  Where public software testing material 
exists, it has been subjected to little empirical validation and tends to be considerably at odds with current industry 
practice.   

What's special about this project: This project can make an enormous contribution to the training of software testers.  
It will make a current, empirically validated curriculum publicly available for academia and industry.  It will 
establish a base level of skills and knowledge for professional development and assessment.  The training of best 
practices developed on Whittaker's "attacks" and Kaner & Bach's "paradigms" will be a major advance.  It is 
refreshing to see a project draw on a wealth of practitioner experience and best practice drawn from across 
applicable industry. 

Qualifications of the PI: Cem Kaner is uniquely suited to lead this work.He is one of the most innovative writers, 
speakers, and thinkers in the field of software test.  He is the lead author of Testing Computer Software, widely 
considered the best book for training test practitioners. He has directly organized or indirectly spawned the vast 
majority of workshops to develop practitioner knowledge in the field.  As professor at Florida Tech, he participates 
in the most developed software test training program available anywhere.   

From Ross Collard, Collard & Company, New York: 

Our firm, Collard & Company, provides for-profit training in the areas of software testing and quality assurance to 
graduate-level working professionals. We have trained approximately 40,000 people in these topics over the last 15 
years. You might say with a droll wit that we have lived comfortably over the years, because there is a huge shortfall 
in what the universities and professional associations are providing in these areas. 

Our clients include most of the major U.S. organizations in high technology (Cisco, Dell, Intel, Microsoft, HP, etc.), 
most large financial institutions (American Express, Citigroup, Fed Reserve, etc.), industrial corporations (Ford, 
GE, etc.), and government (NASA, U.S. Air Force, etc.) 

I also have taught seminars on these same topics for several universities, generally in the role of an adjunct 
professor.  Educational institutions where I have conducted this training include the Assn. for Computing Machinery 
(ACM), the American Management Assn. (AMA), Boston University, George Washington University, Harvard 
University, IEEE, the International Quality & Productivity Centre (Australia), New York University, the Singapore 
Inst.of Management, Southern Methodist University, Stanford University, the University of California,Berkeley, the 
University of Colorado, the University of Michigan, and the University of Minnesota. 

Virtually none of my university seminars have qualified for credit towards degrees, and virtually none have been at 
the undergraduate level. 
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The areas of software testing and qualify assurance are critically important to the U.S. and to the world. 

There is a crying need to for the universities and professional associations to become serious about this training, 
develop academically qualified and effective materials, and incorporate it into their mainstream curricula. 

I know the software testing field well, and I also want to say that if I had to select one person in the universe to 
undertake this critical mission, it would be you. 

 

From Hans Buwalda, CMG TestFrame Research Center, Woerden, The Netherlands  

My name is Hans Buwalda. It is a great pleasure and honor for me to write some words of support for the proposal 
of Cem Kaner. The kind of material he is proposing is very needed in the industry and it is a unique opportunity that 
somebody like Cem Kaner is willing to spend the time and energy needed to produce it. 

First some words about myself. I work for CMG, a major European provider of ICT services. CMG is 12000 people 
large in numerous countries. Between 5 and 10 % of CMG's revenue is coming from testing, based on the method 
TestFrame, of which I'm the original developer and main architect since 1994. I have talked about the method and 
about other topics on testing and test management on several international conferences, among which are Quality 
Week and Star, the major conferences in the US. 

I have read the proposal of Mr. Kaner. From our contacts with the academic world (which are quite extensive), I can 
confirm that the lack of good scientific work around testing is also felt in Europe and regarded here as an important 
problem. The need for skilled testers is hard to overestimate. 

Testing is typically estimated at about 30% of all efforts in IT. This is about as much as programming for example. 
However, while there is a tremendous amount of attention for programming issues, testing is almost non-existent yet.  

This initiative, especially with the name Cem Kaner behind it, could work as a badly needed catalyst to improve this 
situation. 

 

From Brian Marick, Testing Foundations, Champaign, Illinois: 

I am an independent consultant who teaches software testing to novice testers in commercial environments. I also 
taught testing to graduate students and advanced undergraduates for seven years as a part-time Visiting Lecturer at 
the University of Illinois. I am the author of The Craft of Software Testing. 

I�ve read Professor Kaner�s proposal and urge its support. To keep this note short, I�ll single out two aspects that 
address a desperate problem. 

But first, an apparent digression. The subject matter of programmers is programs. The good ones, especially, learn 
to program by immersing themselves in their subject matter. They find a program other people have worked on, and 
they wrestle with it. The program is the center of a web of artifacts (tools, languages, and documents) and practices 
(approaches and tricks of the trade). By changing the program, they learn the web.  

In testing, this approach has been blocked. The subject matter of testers is bugs. But, whereas the subject matter of 
programmers is everywhere � the world is awash in good open source programs � good bugs are hard to find. It�s 
not that there�s no buggy software out there � quite the contrary � it�s that the bugs can�t be examined in detail the 
way that programs can be. They aren�t suitable for learning testing. Professor Kaner�s collection of examples will 
have a great impact. 

Moreover, testing, like programming, is tool-dependent. But the tools are expensive and consequently scarce. A 
novice programmer can easily become proficient in free tools that are close approximations to the tools she will use 
in a commercial environment. That�s not possible for testers. Professor Kaner�s collection of classroom-level tools 
will help fill that gap. 

This proposal will help unblock the tester education process and so is deserving of your support. 
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a.  Professional Preparation 

• Brock University, Ontario  Arts & Sciences, primarily Math & Philosophy B.A., 1974 
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• Extension Instructor, University of California Extension (Berkeley and Santa Cruz), 1994-2000 
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Review Conference (STAR) East, Orlando, FL. 



 

Page 2 

• Kaner, C. (2000). An Outline for Software Testing Outsourcing, Software Testing Analysis & Review 
Conference (STAR) East, Orlando, FL. 
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(all at Florida Tech.). 



SUMMARY
PROPOSAL BUDGET

Funds
Requested By

proposer

Funds
granted by NSF

(if different)

Date Checked Date Of Rate Sheet Initials - ORG

NSF Funded
Person-mos.

FOR NSF USE ONLY
ORGANIZATION PROPOSAL NO. DURATION (months)

Proposed Granted

PRINCIPAL INVESTIGATOR / PROJECT DIRECTOR AWARD NO.

A.  SENIOR PERSONNEL: PI/PD, Co-PI’s, Faculty  and Other Senior Associates
          (List each separately with title, A.7.  show number in brackets) CAL ACAD SUMR

$ $1.

2.

3.

4.

5.

6. (        ) OTHERS (LIST INDIVIDUALLY ON BUDGET JUSTIFICATION PAGE)

7. (        ) TOTAL SENIOR PERSONNEL (1 - 6)

B.  OTHER PERSONNEL (SHOW NUMBERS IN BRACKETS)

1. (        ) POST DOCTORAL ASSOCIATES

2. (        ) OTHER PROFESSIONALS (TECHNICIAN, PROGRAMMER, ETC.)

3. (        ) GRADUATE STUDENTS

4. (        ) UNDERGRADUATE STUDENTS

5. (        ) SECRETARIAL - CLERICAL (IF CHARGED DIRECTLY)

6. (        ) OTHER

   TOTAL SALARIES AND WAGES (A + B)

C.  FRINGE BENEFITS (IF CHARGED AS DIRECT COSTS)

   TOTAL SALARIES, WAGES AND FRINGE BENEFITS (A + B + C)

D.  EQUIPMENT (LIST ITEM AND DOLLAR AMOUNT FOR EACH ITEM EXCEEDING $5,000.)

   TOTAL EQUIPMENT

E.  TRAVEL 1.  DOMESTIC (INCL. CANADA, MEXICO AND U.S. POSSESSIONS)

2.  FOREIGN

F.  PARTICIPANT SUPPORT COSTS

1. STIPENDS         $

2. TRAVEL

3. SUBSISTENCE

4. OTHER

   TOTAL NUMBER OF PARTICIPANTS       (          )                         TOTAL PARTICIPANT COSTS

G.  OTHER DIRECT COSTS

1. MATERIALS AND SUPPLIES

2. PUBLICATION COSTS/DOCUMENTATION/DISSEMINATION

3. CONSULTANT SERVICES

4. COMPUTER SERVICES

5. SUBAWARDS

6. OTHER

   TOTAL OTHER DIRECT COSTS

H.  TOTAL DIRECT COSTS (A THROUGH G)

I.  INDIRECT COSTS (F&A)(SPECIFY RATE AND BASE)

TOTAL INDIRECT COSTS (F&A)

J.  TOTAL DIRECT AND INDIRECT COSTS (H + I)

K.  RESIDUAL FUNDS (IF FOR FURTHER SUPPORT OF CURRENT  PROJECTS SEE GPG II.D.7.j.)

L.  AMOUNT OF THIS REQUEST (J) OR (J MINUS K)
M. COST SHARING PROPOSED LEVEL $ AGREED LEVEL IF DIFFERENT $

PI / PD TYPED NAME & SIGNATURE* DATE FOR NSF USE ONLY
INDIRECT COST RATE VERIFICATION

ORG. REP. TYPED NAME & SIGNATURE* DATE

NSF Form 1030 (10/99) Supersedes all previous editions *SIGNATURES REQUIRED ONLY FOR REVISED BUDGET (GPG III.B) 

1YEAR

1

Florida Institute of Technology

Cem

Cem

Cem

 Kaner

 Kaner

 Kaner - Professor  1.50  0.00  1.50 20,000

   0   0.00   0.00   0.00        0
1  1.50  0.00  1.50    20,000

0 0.00 0.00 0.00 0
0 0.00 0.00 0.00 0
2 45,000
2 35,000
0 0

150 6,000
  106,000

4,600
  110,600

       0
5,000

0

0
7,500

0
0

15     7,500

11,000
950

0
0
0

5,000
   16,950
  140,050

16,506
Indirect costs (Rate: 11.0000, Base: 150050)

  156,556
0

  156,556
0



SUMMARY
PROPOSAL BUDGET

Funds
Requested By

proposer

Funds
granted by NSF

(if different)

Date Checked Date Of Rate Sheet Initials - ORG

NSF Funded
Person-mos.

FOR NSF USE ONLY
ORGANIZATION PROPOSAL NO. DURATION (months)

Proposed Granted

PRINCIPAL INVESTIGATOR / PROJECT DIRECTOR AWARD NO.

A.  SENIOR PERSONNEL: PI/PD, Co-PI’s, Faculty  and Other Senior Associates
          (List each separately with title, A.7.  show number in brackets) CAL ACAD SUMR

$ $1.

2.

3.

4.

5.

6. (        ) OTHERS (LIST INDIVIDUALLY ON BUDGET JUSTIFICATION PAGE)

7. (        ) TOTAL SENIOR PERSONNEL (1 - 6)

B.  OTHER PERSONNEL (SHOW NUMBERS IN BRACKETS)

1. (        ) POST DOCTORAL ASSOCIATES

2. (        ) OTHER PROFESSIONALS (TECHNICIAN, PROGRAMMER, ETC.)

3. (        ) GRADUATE STUDENTS

4. (        ) UNDERGRADUATE STUDENTS

5. (        ) SECRETARIAL - CLERICAL (IF CHARGED DIRECTLY)

6. (        ) OTHER

   TOTAL SALARIES AND WAGES (A + B)

C.  FRINGE BENEFITS (IF CHARGED AS DIRECT COSTS)

   TOTAL SALARIES, WAGES AND FRINGE BENEFITS (A + B + C)

D.  EQUIPMENT (LIST ITEM AND DOLLAR AMOUNT FOR EACH ITEM EXCEEDING $5,000.)

   TOTAL EQUIPMENT

E.  TRAVEL 1.  DOMESTIC (INCL. CANADA, MEXICO AND U.S. POSSESSIONS)

2.  FOREIGN

F.  PARTICIPANT SUPPORT COSTS

1. STIPENDS         $

2. TRAVEL

3. SUBSISTENCE

4. OTHER

   TOTAL NUMBER OF PARTICIPANTS       (          )                         TOTAL PARTICIPANT COSTS

G.  OTHER DIRECT COSTS

1. MATERIALS AND SUPPLIES

2. PUBLICATION COSTS/DOCUMENTATION/DISSEMINATION

3. CONSULTANT SERVICES

4. COMPUTER SERVICES

5. SUBAWARDS

6. OTHER

   TOTAL OTHER DIRECT COSTS

H.  TOTAL DIRECT COSTS (A THROUGH G)

I.  INDIRECT COSTS (F&A)(SPECIFY RATE AND BASE)

TOTAL INDIRECT COSTS (F&A)

J.  TOTAL DIRECT AND INDIRECT COSTS (H + I)

K.  RESIDUAL FUNDS (IF FOR FURTHER SUPPORT OF CURRENT  PROJECTS SEE GPG II.D.7.j.)

L.  AMOUNT OF THIS REQUEST (J) OR (J MINUS K) $

M. COST SHARING PROPOSED LEVEL $ AGREED LEVEL IF DIFFERENT $

PI / PD TYPED NAME & SIGNATURE* DATE FOR NSF USE ONLY
INDIRECT COST RATE VERIFICATION

ORG. REP. TYPED NAME & SIGNATURE* DATE

NSF Form 1030 (10/99) Supersedes all previous editions *SIGNATURES REQUIRED ONLY FOR REVISED BUDGET (GPG III.B) 

2YEAR

2

Florida Institute of Technology

Cem

Cem

Cem

 Kaner

 Kaner

 Kaner - Professor  1.50  0.00  1.50 20,000

   0   0.00   0.00   0.00        0
1  1.50  0.00  1.50    20,000

0 0.00 0.00 0.00 0
0 0.00 0.00 0.00 0
2 45,000
2 35,000
0 0

150 6,000
  106,000

4,600
  110,600

       0
5,000

0

0
7,500

0
0

15     7,500

11,000
950

0
0
0

5,000
   16,950
  140,050

16,506
Indirect costs (Rate: 11.0000, Base: 150050)

  156,556
0

  156,556
0



SUMMARY
PROPOSAL BUDGET

Funds
Requested By

proposer

Funds
granted by NSF

(if different)

Date Checked Date Of Rate Sheet Initials - ORG

NSF Funded
Person-mos.

FOR NSF USE ONLY
ORGANIZATION PROPOSAL NO. DURATION (months)

Proposed Granted

PRINCIPAL INVESTIGATOR / PROJECT DIRECTOR AWARD NO.

A.  SENIOR PERSONNEL: PI/PD, Co-PI’s, Faculty  and Other Senior Associates
          (List each separately with title, A.7.  show number in brackets) CAL ACAD SUMR

$ $1.

2.

3.

4.

5.

6. (        ) OTHERS (LIST INDIVIDUALLY ON BUDGET JUSTIFICATION PAGE)

7. (        ) TOTAL SENIOR PERSONNEL (1 - 6)

B.  OTHER PERSONNEL (SHOW NUMBERS IN BRACKETS)

1. (        ) POST DOCTORAL ASSOCIATES

2. (        ) OTHER PROFESSIONALS (TECHNICIAN, PROGRAMMER, ETC.)

3. (        ) GRADUATE STUDENTS

4. (        ) UNDERGRADUATE STUDENTS

5. (        ) SECRETARIAL - CLERICAL (IF CHARGED DIRECTLY)

6. (        ) OTHER

   TOTAL SALARIES AND WAGES (A + B)

C.  FRINGE BENEFITS (IF CHARGED AS DIRECT COSTS)

   TOTAL SALARIES, WAGES AND FRINGE BENEFITS (A + B + C)

D.  EQUIPMENT (LIST ITEM AND DOLLAR AMOUNT FOR EACH ITEM EXCEEDING $5,000.)

   TOTAL EQUIPMENT

E.  TRAVEL 1.  DOMESTIC (INCL. CANADA, MEXICO AND U.S. POSSESSIONS)

2.  FOREIGN

F.  PARTICIPANT SUPPORT COSTS

1. STIPENDS         $

2. TRAVEL

3. SUBSISTENCE

4. OTHER

   TOTAL NUMBER OF PARTICIPANTS       (          )                         TOTAL PARTICIPANT COSTS

G.  OTHER DIRECT COSTS

1. MATERIALS AND SUPPLIES

2. PUBLICATION COSTS/DOCUMENTATION/DISSEMINATION

3. CONSULTANT SERVICES

4. COMPUTER SERVICES

5. SUBAWARDS

6. OTHER

   TOTAL OTHER DIRECT COSTS

H.  TOTAL DIRECT COSTS (A THROUGH G)

I.  INDIRECT COSTS (F&A)(SPECIFY RATE AND BASE)

TOTAL INDIRECT COSTS (F&A)

J.  TOTAL DIRECT AND INDIRECT COSTS (H + I)

K.  RESIDUAL FUNDS (IF FOR FURTHER SUPPORT OF CURRENT  PROJECTS SEE GPG II.D.7.j.)

L.  AMOUNT OF THIS REQUEST (J) OR (J MINUS K) $

M. COST SHARING PROPOSED LEVEL $ AGREED LEVEL IF DIFFERENT $

PI / PD TYPED NAME & SIGNATURE* DATE FOR NSF USE ONLY
INDIRECT COST RATE VERIFICATION

ORG. REP. TYPED NAME & SIGNATURE* DATE

NSF Form 1030 (10/99) Supersedes all previous editions *SIGNATURES REQUIRED ONLY FOR REVISED BUDGET (GPG III.B) 

3YEAR

3

Florida Institute of Technology

Cem

Cem

Cem

 Kaner

 Kaner

 Kaner - Professor  1.50  0.00  1.50 20,000

   0   0.00   0.00   0.00        0
1  1.50  0.00  1.50    20,000

0 0.00 0.00 0.00 0
0 0.00 0.00 0.00 0
2 45,000
2 35,000
0 0

150 6,000
  106,000

4,600
  110,600

       0
5,000

0

0
7,500

0
0

15     7,500

11,000
950

0
0
0

5,000
   16,950
  140,050

16,506
Indirect costs (Rate: 11.0000, Base: 150050)

  156,556
0

  156,556
0



SUMMARY
PROPOSAL BUDGET

Funds
Requested By

proposer

Funds
granted by NSF

(if different)

Date Checked Date Of Rate Sheet Initials - ORG

NSF Funded
Person-mos.

FOR NSF USE ONLY
ORGANIZATION PROPOSAL NO. DURATION (months)

Proposed Granted

PRINCIPAL INVESTIGATOR / PROJECT DIRECTOR AWARD NO.

A.  SENIOR PERSONNEL: PI/PD, Co-PI’s, Faculty  and Other Senior Associates
          (List each separately with title, A.7.  show number in brackets) CAL ACAD SUMR

$ $1.

2.

3.

4.

5.

6. (        ) OTHERS (LIST INDIVIDUALLY ON BUDGET JUSTIFICATION PAGE)

7. (        ) TOTAL SENIOR PERSONNEL (1 - 6)

B.  OTHER PERSONNEL (SHOW NUMBERS IN BRACKETS)

1. (        ) POST DOCTORAL ASSOCIATES

2. (        ) OTHER PROFESSIONALS (TECHNICIAN, PROGRAMMER, ETC.)

3. (        ) GRADUATE STUDENTS

4. (        ) UNDERGRADUATE STUDENTS

5. (        ) SECRETARIAL - CLERICAL (IF CHARGED DIRECTLY)

6. (        ) OTHER

   TOTAL SALARIES AND WAGES (A + B)

C.  FRINGE BENEFITS (IF CHARGED AS DIRECT COSTS)

   TOTAL SALARIES, WAGES AND FRINGE BENEFITS (A + B + C)

D.  EQUIPMENT (LIST ITEM AND DOLLAR AMOUNT FOR EACH ITEM EXCEEDING $5,000.)

   TOTAL EQUIPMENT

E.  TRAVEL 1.  DOMESTIC (INCL. CANADA, MEXICO AND U.S. POSSESSIONS)

2.  FOREIGN

F.  PARTICIPANT SUPPORT COSTS

1. STIPENDS         $

2. TRAVEL

3. SUBSISTENCE

4. OTHER

   TOTAL NUMBER OF PARTICIPANTS       (          )                         TOTAL PARTICIPANT COSTS

G.  OTHER DIRECT COSTS

1. MATERIALS AND SUPPLIES

2. PUBLICATION COSTS/DOCUMENTATION/DISSEMINATION

3. CONSULTANT SERVICES

4. COMPUTER SERVICES

5. SUBAWARDS

6. OTHER

   TOTAL OTHER DIRECT COSTS

H.  TOTAL DIRECT COSTS (A THROUGH G)

I.  INDIRECT COSTS (F&A)(SPECIFY RATE AND BASE)

TOTAL INDIRECT COSTS (F&A)

J.  TOTAL DIRECT AND INDIRECT COSTS (H + I)

K.  RESIDUAL FUNDS (IF FOR FURTHER SUPPORT OF CURRENT  PROJECTS SEE GPG II.D.7.j.)

L.  AMOUNT OF THIS REQUEST (J) OR (J MINUS K) $

M. COST SHARING PROPOSED LEVEL $ AGREED LEVEL IF DIFFERENT $

PI / PD TYPED NAME & SIGNATURE* DATE FOR NSF USE ONLY
INDIRECT COST RATE VERIFICATION

ORG. REP. TYPED NAME & SIGNATURE* DATE

NSF Form 1030 (10/99) Supersedes all previous editions *SIGNATURES REQUIRED ONLY FOR REVISED BUDGET (GPG III.B) 

Cumulative

C

Florida Institute of Technology

Cem

Cem

Cem

 Kaner

 Kaner

 Kaner - Professor  4.50  0.00  4.50 60,000

 0.00  0.00  0.00 0
1  4.50  0.00  4.50    60,000

0 0.00 0.00 0.00 0
0 0.00 0.00 0.00 0
6                                                                                                                               135,000
6 105,000
0 0

450 18,000
  318,000

13,800
  331,800

       0
15,000

0

0
22,500

0
0

45    22,500

33,000
2,850

0
0
0

15,000
   50,850
  420,150

49,518
 

  469,668
0

  469,668
0



Budget Justification Page

  

The budget justification is the same for each of the three years:

A. Senior Personnel-- Cem Kaner’s current 9 month salary is $125,000 ($13,889 per month).
At the same rate, this works out to $20833 for 1.5 months. The budgeted amount is $20,000
for 1.5 months. This will stay flat over the three years, even though Kaner’s salary will
probably increase in August 2001, 2002, and 2003.

B.  Other Personnel

Fully supported graduates and undergraduates will receive approximately $30,000 per 
9-month year, including tuition. However, some students have scholarships or will also
work as teaching assistants. And until I know them well, I will pay Masters students and
undergraduates by the hour, without tuition support. Therefore, I may be able to support
more than the four students that appear in this breakdown. In that event, we will be
able to create more exercises and examples per year and perhaps be able to build another
tool per year.

The 150 "Other" personnel are students who participate in experiments. The estimate of 200
people is an estimated total across the three years. Many of these people will participate
in more than one experiment (repeaters will be trained in more than one skill). The skill
development experiments (or individual trials) will take less time per unit than the
sorting experiment, and will not require as much prior familiarity with the software
testing field.

Over three years, we will probably do three sorting experiments, with an estimated average
of 10 students per year (fewer in academic 2001/2002, more later), at an estimated average
of 20 hours per student. At $20 per hour (the going rate for the better senior students
here), this is $400 per year per student, for a total of $4000. Over the three years, I
hope to do fifteen skills experiments (an average of 5 per year). These will probably take
3 hours each. At a rate of $50 per student (totalled over the 3 hours), $2000 pays for 40
student-sessions, or 8 students per experiment. Some tests will require more students than
this, but in some cases, we will be able to add volunteers. 

D.  EQUIPMENT

The lab will buy several pieces of equipment, such as a digital camcorder, LCD projectors,
at least two portable computers, second monitors (so that we can run the software in debug
mode and see the running program and the debug messages in parallel). This equipment will
make it easy for us to watch a senior tester actually working and to record her actions
for future study. At a recent Workshop on Heuristic & Exploratory Techniques, James Bach
gave a powerful demonstration of the value of having several people watch a projected
screen while one person actually ran the tests. We are trying to discover what skills are
used by senior testers and then trying to decide how to train people in them. We will make
more discoveries, more accurately, and faster if we watch senior testers at work. I expect
that some of the computer equipment will be used as the primary work computer(s) of the
students who help me conduct this research.

None of these pieces of equipment will cost $5000. We expect to spend a total of about
$10000 per year on equipment, and have included that $10000 estimate in G. MATERIALS AND
SUPPLIES, below.
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E. TRAVEL

The $5000 pays for me, and/or a student, to travel to conferences and present our
findings. I speak at many conferences, and will present the findings of this research
several times over the three years. The $5000 number is so low because many of them are
willing to cover conference fee and to subsidize my travel.

F.  PARTICIPANT SUPPORT COSTS

We will host a workshop on the teaching of software testing in the winters of 2001/2002,
2002/2003, and 2003/2004. Based on my experiences at the Los Altos Workshops on Software
Testing, the Software Test Managers Roundtable, the Austin Workshop on Test Automation,
and the Workshop on Heuristic & Exploratory Techniques, the best size for the workshop is
13-18 participants. $7500 allows us to subsidize travel to the workshop (airfare and
overnight lodging) at a level of approximately $500 per person.

G.  OTHER DIRECT COSTS

G.1  MATERIALS AND SUPPLIES As mentioned above (equipment), about $10,000 per year will be
needed for (non-capital) equipment. We expect to spend another $1000 per year on
supplies.

G.2 PUBLICATION COSTS / DOCUMENTATION / DISTRIBUTION. I estimate a cost of about $600 per
year for access and storage on a commercial web service provider. Our local server,
www.se.fit.edu, is getting overburdened. Until we solve that problem, we’ll use a service
like Earthlink to host the web site that posts the results of this project (primarily the
exercises and the examples). The remaining $350 is for telephone, postage, and the cost of
the domain name.

G.6 OTHER covers $5000 for books and subscriptions. Florida Tech’s library is seriously
inadequate in books and journals involving testing, quality control, software usability,
software reliability, etc. We will buy materials that will directly assist us in this
project’s research, but make the University library the permanent home of the collection.
This will give our other testing-interested graduate and undergraduate students access to
a more adequate set of materials.
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H.  FACILITIES, EQUIPMENT AND OTHER RESOURCES 
Florida Tech's primary resources in support of this project are Professor Shirley Becker, Associate 
Professor James Whittaker, Adjunct Professor Alan Jorgensen, several graduate students, and me. We are 
a strong group of teachers who have a deep interest in software testing issues. 

Florida Tech has a Software Engineering Lab with a variety of PC-compatible computers, a second lab for 
graduate assistants (with PC's), and a third lab with UNIX systems. These will meet my main equipment 
needs. We will probably add two multimedia systems to this that contain: 

• a portable computer equipped for multimedia support 

• digital camcorder 

• digital projector 

• second monitor so that we can see debug mode output on the second monitor in parallel with the 
main application running 

• CD-burner 

Setups like this are very desirable when you have 3-4 people sitting in a lab together trying to figure out as 
a group how to replicate or troubleshoot a problem. The camcorders will also be useful for capturing 
interesting content for distance learning segments. 

Administrative support services will be provided by the Department (this project will not add substantially 
to our secretary's workload). 

The Institute has a multimedia lab that it uses for creating distance learning courses, and I will do my 
proofs of concept in that lab. 

The Institute's library is inadequate. We will buy several books and subscriptions and place them in the 
library. 

The Software Engineering server is overtaxed and under-administered. It is likely that we'll set up our 
website on a commercial ISP (such as Earthlink) because this looks at the moment to be less expensive 
and more reliable than using the in-house system. We will reappraise this on an ongoing basis.  
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